{

"cells": [

{

"cell\_type": "raw",

"metadata": {},

"source": [

"Renting out their unused room is the basic concept behind the Airbnb with that the traveller can get cheap accomodation and owner of the house can moentize their unused rooms. It is gaining momentum and Airbnb wants to gain more market share by showing to the prospective owners that how can much they can earn from their property.\n",

"\n",

"For that we need to create a good analytics solution that they can show the earning potential to the prospective customers."

]

},

{

"cell\_type": "raw",

"metadata": {},

"source": [

"Definition of variables\n",

"\n",

"room\_id: A unique number identifying an Airbnb listing. The listing has a URL on the Airbnb web site of http://airbnb.com/rooms/room\_id\n",

"\n",

"host\_id: A unique number identifying an Airbnb host. The hostâ€™s page has a URL on the Airbnb web site of http://airbnb.com/users/show/host\_id\n",

"\n",

"room\_type: One of â€œEntire home/aptâ€, â€œPrivate roomâ€, or â€œShared roomâ€\n",

"\n",

"borough: A subregion of the city or search area for which the survey is carried out. The borough is taken from a shapefile of the city that is obtained independently of the Airbnb web site. For some cities, there is no borough information; for others the borough may be a number. If you have better shapefiles for a city of interest, please send them to me.\n",

"\n",

"neighborhood: As with borough: a subregion of the city or search area for which the survey is carried out. For cities that have both, a neighbourhood is smaller than a borough. For some cities there is no neighbourhood information.\n",

"\n",

"reviews: The number of reviews that a listing has received. Airbnb has said that 70% of visits end up with a review, so the number of reviews can be used to estimate the number of visits. Note that such an estimate will not be reliable for an individual listing (especially as reviews occasionally vanish from the site), but over a city as a whole it should be a useful metric of traffic.\n",

"\n",

"overall\_satisfaction: The average rating (out of five) that the listing has received from those visitors who left a review.\n",

"accommodates: The number of guests a listing can accommodate.\n",

"\n",

"bedrooms: The number of bedrooms a listing offers.\n",

"\n",

"price: The price (in $US) for a night stay. In early surveys, there may be some values that were recorded by month.\n",

"\n",

"minstay: The minimum stay for a visit, as posted by the host.\n",

"\n",

"latitude and longitude: The latitude and longitude of the listing as posted on the Airbnb site: this may be off by a few \n",

"hundred metres. I do not have a way to track individual listing locations with\n",

"\n",

"last\_modified: the date and time that the values were read from the Airbnb web site."

]

},

{

"cell\_type": "code",

"execution\_count": 3,

"metadata": {},

"outputs": [],

"source": [

"import pandas as pd\n",

"import matplotlib.pyplot as plt\n",

"%matplotlib inline"

]

},

{

"cell\_type": "code",

"execution\_count": 4,

"metadata": {},

"outputs": [],

"source": [

"airbnb = pd.read\_csv('2017\_07\_22.csv')"

]

},

{

"cell\_type": "code",

"execution\_count": 5,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_id</th>\n",

" <th>survey\_id</th>\n",

" <th>host\_id</th>\n",

" <th>room\_type</th>\n",

" <th>country</th>\n",

" <th>city</th>\n",

" <th>borough</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" <th>bathrooms</th>\n",

" <th>price</th>\n",

" <th>minstay</th>\n",

" <th>name</th>\n",

" <th>last\_modified</th>\n",

" <th>latitude</th>\n",

" <th>longitude</th>\n",

" <th>location</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>10176931</td>\n",

" <td>1476</td>\n",

" <td>49180562</td>\n",

" <td>Shared room</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>De Pijp / Rivierenbuurt</td>\n",

" <td>7</td>\n",

" <td>4.5</td>\n",

" <td>2</td>\n",

" <td>1.0</td>\n",

" <td>NaN</td>\n",

" <td>156.0</td>\n",

" <td>NaN</td>\n",

" <td>Red Light/ Canal view apartment (Shared)</td>\n",

" <td>2017-07-23 13:06:27.391699</td>\n",

" <td>52.356209</td>\n",

" <td>4.887491</td>\n",

" <td>0101000020E610000033FAD170CA8C13403BC5AA41982D...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>8935871</td>\n",

" <td>1476</td>\n",

" <td>46718394</td>\n",

" <td>Shared room</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Centrum West</td>\n",

" <td>45</td>\n",

" <td>4.5</td>\n",

" <td>4</td>\n",

" <td>1.0</td>\n",

" <td>NaN</td>\n",

" <td>126.0</td>\n",

" <td>NaN</td>\n",

" <td>Sunny and Cozy Living room in quite neighbours</td>\n",

" <td>2017-07-23 13:06:23.607187</td>\n",

" <td>52.378518</td>\n",

" <td>4.896120</td>\n",

" <td>0101000020E6100000842A357BA095134042791F477330...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>14011697</td>\n",

" <td>1476</td>\n",

" <td>10346595</td>\n",

" <td>Shared room</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Watergraafsmeer</td>\n",

" <td>1</td>\n",

" <td>0.0</td>\n",

" <td>3</td>\n",

" <td>1.0</td>\n",

" <td>NaN</td>\n",

" <td>132.0</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>2017-07-23 13:06:23.603546</td>\n",

" <td>52.338811</td>\n",

" <td>4.943592</td>\n",

" <td>0101000020E6100000A51133FB3CC613403543AA285E2B...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>6137978</td>\n",

" <td>1476</td>\n",

" <td>8685430</td>\n",

" <td>Shared room</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Centrum West</td>\n",

" <td>7</td>\n",

" <td>5.0</td>\n",

" <td>4</td>\n",

" <td>1.0</td>\n",

" <td>NaN</td>\n",

" <td>121.0</td>\n",

" <td>NaN</td>\n",

" <td>Canal boat RIDE in Amsterdam</td>\n",

" <td>2017-07-23 13:06:22.689787</td>\n",

" <td>52.376319</td>\n",

" <td>4.890028</td>\n",

" <td>0101000020E6100000DF180280638F134085EE92382B30...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>18630616</td>\n",

" <td>1476</td>\n",

" <td>70191803</td>\n",

" <td>Shared room</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>De Baarsjes / Oud West</td>\n",

" <td>1</td>\n",

" <td>0.0</td>\n",

" <td>2</td>\n",

" <td>1.0</td>\n",

" <td>NaN</td>\n",

" <td>93.0</td>\n",

" <td>NaN</td>\n",

" <td>One room for rent in a three room appartment</td>\n",

" <td>2017-07-23 13:06:19.681469</td>\n",

" <td>52.370384</td>\n",

" <td>4.852873</td>\n",

" <td>0101000020E6100000CD902A8A57691340187B2FBE682F...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_id survey\_id host\_id room\_type country city borough \\\n",

"0 10176931 1476 49180562 Shared room NaN Amsterdam NaN \n",

"1 8935871 1476 46718394 Shared room NaN Amsterdam NaN \n",

"2 14011697 1476 10346595 Shared room NaN Amsterdam NaN \n",

"3 6137978 1476 8685430 Shared room NaN Amsterdam NaN \n",

"4 18630616 1476 70191803 Shared room NaN Amsterdam NaN \n",

"\n",

" neighborhood reviews overall\_satisfaction accommodates \\\n",

"0 De Pijp / Rivierenbuurt 7 4.5 2 \n",

"1 Centrum West 45 4.5 4 \n",

"2 Watergraafsmeer 1 0.0 3 \n",

"3 Centrum West 7 5.0 4 \n",

"4 De Baarsjes / Oud West 1 0.0 2 \n",

"\n",

" bedrooms bathrooms price minstay \\\n",

"0 1.0 NaN 156.0 NaN \n",

"1 1.0 NaN 126.0 NaN \n",

"2 1.0 NaN 132.0 NaN \n",

"3 1.0 NaN 121.0 NaN \n",

"4 1.0 NaN 93.0 NaN \n",

"\n",

" name last\_modified \\\n",

"0 Red Light/ Canal view apartment (Shared) 2017-07-23 13:06:27.391699 \n",

"1 Sunny and Cozy Living room in quite neighbours 2017-07-23 13:06:23.607187 \n",

"2 Amsterdam 2017-07-23 13:06:23.603546 \n",

"3 Canal boat RIDE in Amsterdam 2017-07-23 13:06:22.689787 \n",

"4 One room for rent in a three room appartment 2017-07-23 13:06:19.681469 \n",

"\n",

" latitude longitude location \n",

"0 52.356209 4.887491 0101000020E610000033FAD170CA8C13403BC5AA41982D... \n",

"1 52.378518 4.896120 0101000020E6100000842A357BA095134042791F477330... \n",

"2 52.338811 4.943592 0101000020E6100000A51133FB3CC613403543AA285E2B... \n",

"3 52.376319 4.890028 0101000020E6100000DF180280638F134085EE92382B30... \n",

"4 52.370384 4.852873 0101000020E6100000CD902A8A57691340187B2FBE682F... "

]

},

"execution\_count": 5,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.head()"

]

},

{

"cell\_type": "code",

"execution\_count": 6,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"Entire home/apt 14978\n",

"Private room 3682\n",

"Shared room 63\n",

"Name: room\_type, dtype: int64"

]

},

"execution\_count": 6,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.room\_type.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 7,

"metadata": {},

"outputs": [],

"source": [

"#Dropping Shared rooms because of their low volume\n",

"airbnb = airbnb[airbnb.room\_type != 'Shared room']"

]

},

{

"cell\_type": "code",

"execution\_count": 8,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"Entire home/apt 14978\n",

"Private room 3682\n",

"Name: room\_type, dtype: int64"

]

},

"execution\_count": 8,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# Shared Room is dropped\n",

"airbnb.room\_type.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 9,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"De Baarsjes / Oud West 3280\n",

"De Pijp / Rivierenbuurt 2371\n",

"Centrum West 2217\n",

"Centrum Oost 1724\n",

"Westerpark 1424\n",

"Noord-West / Noord-Midden 1416\n",

"Oud Oost 1167\n",

"Bos en Lommer 985\n",

"Oostelijk Havengebied / Indische Buurt 916\n",

"Watergraafsmeer 515\n",

"Oud Noord 492\n",

"Ijburg / Eiland Zeeburg 378\n",

"Slotervaart 346\n",

"Buitenveldert / Zuidas 248\n",

"Noord West 241\n",

"Noord Oost 221\n",

"Geuzenveld / Slotermeer 192\n",

"Osdorp 161\n",

"De Aker / Nieuw Sloten 114\n",

"Bijlmer Centrum 98\n",

"Bijlmer Oost 97\n",

"Gaasperdam / Driemond 42\n",

"Westpoort 15\n",

"Name: neighborhood, dtype: int64"

]

},

"execution\_count": 9,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# It shows where the most popular neighborhood also it is saying near which neighborhood most of the rooms are situated\n",

"# We can do analysis like the most preferred neighborhood or near which neighborhood most of the visitor coming\n",

"# or whether having a particular type of neighborhood helps you get better rent or reviews or rating etc.\n",

"airbnb.neighborhood.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 10,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"0 2975\n",

"1 1500\n",

"2 1238\n",

"3 1100\n",

"4 924\n",

"5 874\n",

"6 737\n",

"7 680\n",

"8 589\n",

"9 527\n",

"11 497\n",

"10 474\n",

"12 395\n",

"14 362\n",

"13 340\n",

"15 308\n",

"16 300\n",

"17 261\n",

"18 236\n",

"20 226\n",

"19 213\n",

"21 189\n",

"22 166\n",

"23 158\n",

"24 153\n",

"27 137\n",

"25 133\n",

"26 125\n",

"29 112\n",

"28 112\n",

" ... \n",

"334 1\n",

"191 1\n",

"223 1\n",

"303 1\n",

"344 1\n",

"279 1\n",

"247 1\n",

"231 1\n",

"290 1\n",

"354 1\n",

"179 1\n",

"211 1\n",

"323 1\n",

"180 1\n",

"212 1\n",

"228 1\n",

"276 1\n",

"292 1\n",

"452 1\n",

"532 1\n",

"277 1\n",

"309 1\n",

"405 1\n",

"166 1\n",

"230 1\n",

"310 1\n",

"390 1\n",

"447 1\n",

"215 1\n",

"183 1\n",

"Name: reviews, Length: 283, dtype: int64"

]

},

"execution\_count": 10,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.reviews.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 11,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"5.0 7697\n",

"0.0 5721\n",

"4.5 4543\n",

"4.0 573\n",

"3.5 105\n",

"3.0 19\n",

"2.5 1\n",

"1.0 1\n",

"Name: overall\_satisfaction, dtype: int64"

]

},

"execution\_count": 11,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.overall\_satisfaction.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 12,

"metadata": {},

"outputs": [],

"source": [

"#Finding those properties where overall\_satisfaction is zero and exploring them"

]

},

{

"cell\_type": "code",

"execution\_count": 13,

"metadata": {},

"outputs": [],

"source": [

"airbnb\_0\_satisfaction = airbnb[airbnb.overall\_satisfaction == 0]"

]

},

{

"cell\_type": "code",

"execution\_count": 14,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_id</th>\n",

" <th>survey\_id</th>\n",

" <th>host\_id</th>\n",

" <th>country</th>\n",

" <th>borough</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" <th>bathrooms</th>\n",

" <th>price</th>\n",

" <th>minstay</th>\n",

" <th>latitude</th>\n",

" <th>longitude</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>count</th>\n",

" <td>5.721000e+03</td>\n",

" <td>5721.0</td>\n",

" <td>5.721000e+03</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>5721.000000</td>\n",

" <td>5721.0</td>\n",

" <td>5721.000000</td>\n",

" <td>5721.000000</td>\n",

" <td>0.0</td>\n",

" <td>5721.000000</td>\n",

" <td>0.0</td>\n",

" <td>5721.000000</td>\n",

" <td>5721.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>mean</th>\n",

" <td>1.472219e+07</td>\n",

" <td>1476.0</td>\n",

" <td>4.674155e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>0.700926</td>\n",

" <td>0.0</td>\n",

" <td>3.024821</td>\n",

" <td>1.554623</td>\n",

" <td>NaN</td>\n",

" <td>175.620696</td>\n",

" <td>NaN</td>\n",

" <td>52.364361</td>\n",

" <td>4.889534</td>\n",

" </tr>\n",

" <tr>\n",

" <th>std</th>\n",

" <td>5.209774e+06</td>\n",

" <td>0.0</td>\n",

" <td>4.424869e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>0.814133</td>\n",

" <td>0.0</td>\n",

" <td>1.352056</td>\n",

" <td>0.949345</td>\n",

" <td>NaN</td>\n",

" <td>140.020220</td>\n",

" <td>NaN</td>\n",

" <td>0.015795</td>\n",

" <td>0.036742</td>\n",

" </tr>\n",

" <tr>\n",

" <th>min</th>\n",

" <td>2.542800e+04</td>\n",

" <td>1476.0</td>\n",

" <td>2.234000e+03</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>0.000000</td>\n",

" <td>0.0</td>\n",

" <td>1.000000</td>\n",

" <td>0.000000</td>\n",

" <td>NaN</td>\n",

" <td>22.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.296200</td>\n",

" <td>4.771083</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25%</th>\n",

" <td>1.150164e+07</td>\n",

" <td>1476.0</td>\n",

" <td>9.749992e+06</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>0.000000</td>\n",

" <td>0.0</td>\n",

" <td>2.000000</td>\n",

" <td>1.000000</td>\n",

" <td>NaN</td>\n",

" <td>114.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.353951</td>\n",

" <td>4.862918</td>\n",

" </tr>\n",

" <tr>\n",

" <th>50%</th>\n",

" <td>1.643578e+07</td>\n",

" <td>1476.0</td>\n",

" <td>2.962380e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>0.000000</td>\n",

" <td>0.0</td>\n",

" <td>2.000000</td>\n",

" <td>1.000000</td>\n",

" <td>NaN</td>\n",

" <td>150.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.363567</td>\n",

" <td>4.886634</td>\n",

" </tr>\n",

" <tr>\n",

" <th>75%</th>\n",

" <td>1.917347e+07</td>\n",

" <td>1476.0</td>\n",

" <td>7.652614e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>1.000000</td>\n",

" <td>0.0</td>\n",

" <td>4.000000</td>\n",

" <td>2.000000</td>\n",

" <td>NaN</td>\n",

" <td>209.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.374183</td>\n",

" <td>4.909861</td>\n",

" </tr>\n",

" <tr>\n",

" <th>max</th>\n",

" <td>2.000373e+07</td>\n",

" <td>1476.0</td>\n",

" <td>1.418319e+08</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>5.000000</td>\n",

" <td>0.0</td>\n",

" <td>16.000000</td>\n",

" <td>10.000000</td>\n",

" <td>NaN</td>\n",

" <td>6000.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.424980</td>\n",

" <td>5.013075</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_id survey\_id host\_id country borough reviews \\\n",

"count 5.721000e+03 5721.0 5.721000e+03 0.0 0.0 5721.000000 \n",

"mean 1.472219e+07 1476.0 4.674155e+07 NaN NaN 0.700926 \n",

"std 5.209774e+06 0.0 4.424869e+07 NaN NaN 0.814133 \n",

"min 2.542800e+04 1476.0 2.234000e+03 NaN NaN 0.000000 \n",

"25% 1.150164e+07 1476.0 9.749992e+06 NaN NaN 0.000000 \n",

"50% 1.643578e+07 1476.0 2.962380e+07 NaN NaN 0.000000 \n",

"75% 1.917347e+07 1476.0 7.652614e+07 NaN NaN 1.000000 \n",

"max 2.000373e+07 1476.0 1.418319e+08 NaN NaN 5.000000 \n",

"\n",

" overall\_satisfaction accommodates bedrooms bathrooms \\\n",

"count 5721.0 5721.000000 5721.000000 0.0 \n",

"mean 0.0 3.024821 1.554623 NaN \n",

"std 0.0 1.352056 0.949345 NaN \n",

"min 0.0 1.000000 0.000000 NaN \n",

"25% 0.0 2.000000 1.000000 NaN \n",

"50% 0.0 2.000000 1.000000 NaN \n",

"75% 0.0 4.000000 2.000000 NaN \n",

"max 0.0 16.000000 10.000000 NaN \n",

"\n",

" price minstay latitude longitude \n",

"count 5721.000000 0.0 5721.000000 5721.000000 \n",

"mean 175.620696 NaN 52.364361 4.889534 \n",

"std 140.020220 NaN 0.015795 0.036742 \n",

"min 22.000000 NaN 52.296200 4.771083 \n",

"25% 114.000000 NaN 52.353951 4.862918 \n",

"50% 150.000000 NaN 52.363567 4.886634 \n",

"75% 209.000000 NaN 52.374183 4.909861 \n",

"max 6000.000000 NaN 52.424980 5.013075 "

]

},

"execution\_count": 14,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb\_0\_satisfaction.describe()"

]

},

{

"cell\_type": "code",

"execution\_count": 15,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"5.0 621\n",

"0.0 483\n",

"4.5 411\n",

"4.0 56\n",

"3.5 8\n",

"3.0 4\n",

"Name: overall\_satisfaction, dtype: int64"

]

},

"execution\_count": 15,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb[airbnb.accommodates == 3].overall\_satisfaction.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 16,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"5.0 1787\n",

"0.0 1487\n",

"4.5 1033\n",

"4.0 127\n",

"3.5 16\n",

"3.0 6\n",

"Name: overall\_satisfaction, dtype: int64"

]

},

"execution\_count": 16,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb[airbnb.bedrooms ==2].overall\_satisfaction.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 17,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"5.0 1634\n",

"0.0 1169\n",

"4.5 881\n",

"4.0 104\n",

"3.5 12\n",

"3.0 4\n",

"Name: overall\_satisfaction, dtype: int64"

]

},

"execution\_count": 17,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"# Rating based on the price range\n",

"airbnb[(airbnb.price >= 150) & (airbnb.price <=180)].overall\_satisfaction.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 18,

"metadata": {},

"outputs": [],

"source": [

"# Based on above exploration, inserting overall satisfaction value of 4 where it is missing\n",

"airbnb\_imputed\_satisfaction = airbnb"

]

},

{

"cell\_type": "code",

"execution\_count": 19,

"metadata": {},

"outputs": [],

"source": [

"# Imputing the value 4 in overall satisfaction where the value is present as 0\n",

"airbnb\_imputed\_satisfaction.overall\_satisfaction = airbnb\_imputed\_satisfaction.overall\_satisfaction.replace(0,4)"

]

},

{

"cell\_type": "code",

"execution\_count": 20,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"5.0 7697\n",

"4.0 6294\n",

"4.5 4543\n",

"3.5 105\n",

"3.0 19\n",

"1.0 1\n",

"2.5 1\n",

"Name: overall\_satisfaction, dtype: int64"

]

},

"execution\_count": 20,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb\_imputed\_satisfaction.overall\_satisfaction.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 21,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"5.0 7697\n",

"4.0 6294\n",

"4.5 4543\n",

"3.5 105\n",

"3.0 19\n",

"1.0 1\n",

"2.5 1\n",

"Name: overall\_satisfaction, dtype: int64"

]

},

"execution\_count": 21,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.overall\_satisfaction.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 22,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"2 9996\n",

"4 5563\n",

"3 1583\n",

"6 475\n",

"5 470\n",

"1 355\n",

"8 105\n",

"7 52\n",

"16 18\n",

"10 16\n",

"12 9\n",

"9 8\n",

"14 6\n",

"11 2\n",

"13 1\n",

"17 1\n",

"Name: accommodates, dtype: int64"

]

},

"execution\_count": 22,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.accommodates.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 23,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"119.0 1023\n",

"180.0 999\n",

"144.0 886\n",

"150.0 621\n",

"132.0 587\n",

"108.0 561\n",

"96.0 518\n",

"114.0 509\n",

"118.0 508\n",

"240.0 495\n",

"156.0 455\n",

"102.0 428\n",

"90.0 403\n",

"168.0 394\n",

"300.0 379\n",

"95.0 338\n",

"210.0 319\n",

"84.0 292\n",

"162.0 280\n",

"179.0 272\n",

"192.0 267\n",

"138.0 266\n",

"216.0 234\n",

"107.0 229\n",

"143.0 206\n",

"78.0 190\n",

"270.0 189\n",

"72.0 188\n",

"126.0 184\n",

"174.0 180\n",

" ... \n",

"310.0 1\n",

"762.0 1\n",

"451.0 1\n",

"398.0 1\n",

"755.0 1\n",

"339.0 1\n",

"279.0 1\n",

"482.0 1\n",

"445.0 1\n",

"467.0 1\n",

"392.0 1\n",

"417.0 1\n",

"366.0 1\n",

"344.0 1\n",

"416.0 1\n",

"373.0 1\n",

"406.0 1\n",

"22.0 1\n",

"534.0 1\n",

"1170.0 1\n",

"492.0 1\n",

"1078.0 1\n",

"502.0 1\n",

"367.0 1\n",

"1428.0 1\n",

"1016.0 1\n",

"328.0 1\n",

"1134.0 1\n",

"585.0 1\n",

"413.0 1\n",

"Name: price, Length: 419, dtype: int64"

]

},

"execution\_count": 23,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.price.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 24,

"metadata": {},

"outputs": [],

"source": [

"import numpy as np"

]

},

{

"cell\_type": "code",

"execution\_count": 25,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"1.0 0.591533\n",

"2.0 0.238800\n",

"3.0 0.077385\n",

"0.0 0.061844\n",

"4.0 0.025348\n",

"5.0 0.003323\n",

"6.0 0.001018\n",

"10.0 0.000268\n",

"7.0 0.000214\n",

"8.0 0.000161\n",

"9.0 0.000107\n",

"Name: bedrooms, dtype: float64"

]

},

"execution\_count": 25,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.bedrooms.value\_counts()/airbnb.bedrooms.count()"

]

},

{

"cell\_type": "code",

"execution\_count": 26,

"metadata": {},

"outputs": [],

"source": [

"# Dropping values where bedrooms are equal to zero\n",

"airbnb = airbnb[airbnb.bedrooms != 0]"

]

},

{

"cell\_type": "code",

"execution\_count": 27,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"1.0 11038\n",

"2.0 4456\n",

"3.0 1444\n",

"4.0 473\n",

"5.0 62\n",

"6.0 19\n",

"10.0 5\n",

"7.0 4\n",

"8.0 3\n",

"9.0 2\n",

"Name: bedrooms, dtype: int64"

]

},

"execution\_count": 27,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"#Values without zero bedrooms\n",

"airbnb.bedrooms.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 28,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"1.0 11038\n",

"2.0 4456\n",

"3.0 1444\n",

"4.0 473\n",

"5.0 62\n",

"6.0 19\n",

"10.0 5\n",

"7.0 4\n",

"8.0 3\n",

"9.0 2\n",

"Name: bedrooms, dtype: int64"

]

},

"execution\_count": 28,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"#values with zero bedrooms\n",

"airbnb.bedrooms.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 29,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"<class 'pandas.core.frame.DataFrame'>\n",

"Int64Index: 17506 entries, 33 to 18722\n",

"Data columns (total 20 columns):\n",

"room\_id 17506 non-null int64\n",

"survey\_id 17506 non-null int64\n",

"host\_id 17506 non-null int64\n",

"room\_type 17506 non-null object\n",

"country 0 non-null float64\n",

"city 17506 non-null object\n",

"borough 0 non-null float64\n",

"neighborhood 17506 non-null object\n",

"reviews 17506 non-null int64\n",

"overall\_satisfaction 17506 non-null float64\n",

"accommodates 17506 non-null int64\n",

"bedrooms 17506 non-null float64\n",

"bathrooms 0 non-null float64\n",

"price 17506 non-null float64\n",

"minstay 0 non-null float64\n",

"name 17460 non-null object\n",

"last\_modified 17506 non-null object\n",

"latitude 17506 non-null float64\n",

"longitude 17506 non-null float64\n",

"location 17506 non-null object\n",

"dtypes: float64(9), int64(5), object(6)\n",

"memory usage: 2.8+ MB\n"

]

}

],

"source": [

"airbnb.info()"

]

},

{

"cell\_type": "code",

"execution\_count": 30,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_id</th>\n",

" <th>survey\_id</th>\n",

" <th>host\_id</th>\n",

" <th>country</th>\n",

" <th>borough</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" <th>bathrooms</th>\n",

" <th>price</th>\n",

" <th>minstay</th>\n",

" <th>latitude</th>\n",

" <th>longitude</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>count</th>\n",

" <td>1.750600e+04</td>\n",

" <td>17506.0</td>\n",

" <td>1.750600e+04</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>17506.000000</td>\n",

" <td>17506.000000</td>\n",

" <td>17506.000000</td>\n",

" <td>17506.000000</td>\n",

" <td>0.0</td>\n",

" <td>17506.000000</td>\n",

" <td>0.0</td>\n",

" <td>17506.000000</td>\n",

" <td>17506.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>mean</th>\n",

" <td>1.108287e+07</td>\n",

" <td>1476.0</td>\n",

" <td>3.509582e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>16.368959</td>\n",

" <td>4.531932</td>\n",

" <td>2.960642</td>\n",

" <td>1.526220</td>\n",

" <td>NaN</td>\n",

" <td>169.137267</td>\n",

" <td>NaN</td>\n",

" <td>52.365207</td>\n",

" <td>4.888416</td>\n",

" </tr>\n",

" <tr>\n",

" <th>std</th>\n",

" <td>6.080450e+06</td>\n",

" <td>0.0</td>\n",

" <td>3.710345e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>32.796906</td>\n",

" <td>0.441955</td>\n",

" <td>1.333545</td>\n",

" <td>0.825627</td>\n",

" <td>NaN</td>\n",

" <td>111.009236</td>\n",

" <td>NaN</td>\n",

" <td>0.015112</td>\n",

" <td>0.034722</td>\n",

" </tr>\n",

" <tr>\n",

" <th>min</th>\n",

" <td>2.818000e+03</td>\n",

" <td>1476.0</td>\n",

" <td>2.234000e+03</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>0.000000</td>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" <td>1.000000</td>\n",

" <td>NaN</td>\n",

" <td>12.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.296200</td>\n",

" <td>4.763264</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25%</th>\n",

" <td>5.923722e+06</td>\n",

" <td>1476.0</td>\n",

" <td>7.004309e+06</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>2.000000</td>\n",

" <td>4.000000</td>\n",

" <td>2.000000</td>\n",

" <td>1.000000</td>\n",

" <td>NaN</td>\n",

" <td>113.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.355178</td>\n",

" <td>4.863899</td>\n",

" </tr>\n",

" <tr>\n",

" <th>50%</th>\n",

" <td>1.210997e+07</td>\n",

" <td>1476.0</td>\n",

" <td>1.956281e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>6.000000</td>\n",

" <td>4.500000</td>\n",

" <td>2.000000</td>\n",

" <td>1.000000</td>\n",

" <td>NaN</td>\n",

" <td>144.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.364507</td>\n",

" <td>4.885528</td>\n",

" </tr>\n",

" <tr>\n",

" <th>75%</th>\n",

" <td>1.643984e+07</td>\n",

" <td>1476.0</td>\n",

" <td>5.089235e+07</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>17.000000</td>\n",

" <td>5.000000</td>\n",

" <td>4.000000</td>\n",

" <td>2.000000</td>\n",

" <td>NaN</td>\n",

" <td>196.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.374604</td>\n",

" <td>4.907448</td>\n",

" </tr>\n",

" <tr>\n",

" <th>max</th>\n",

" <td>2.000373e+07</td>\n",

" <td>1476.0</td>\n",

" <td>1.418319e+08</td>\n",

" <td>NaN</td>\n",

" <td>NaN</td>\n",

" <td>532.000000</td>\n",

" <td>5.000000</td>\n",

" <td>17.000000</td>\n",

" <td>10.000000</td>\n",

" <td>NaN</td>\n",

" <td>6000.000000</td>\n",

" <td>NaN</td>\n",

" <td>52.424980</td>\n",

" <td>5.027689</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_id survey\_id host\_id country borough reviews \\\n",

"count 1.750600e+04 17506.0 1.750600e+04 0.0 0.0 17506.000000 \n",

"mean 1.108287e+07 1476.0 3.509582e+07 NaN NaN 16.368959 \n",

"std 6.080450e+06 0.0 3.710345e+07 NaN NaN 32.796906 \n",

"min 2.818000e+03 1476.0 2.234000e+03 NaN NaN 0.000000 \n",

"25% 5.923722e+06 1476.0 7.004309e+06 NaN NaN 2.000000 \n",

"50% 1.210997e+07 1476.0 1.956281e+07 NaN NaN 6.000000 \n",

"75% 1.643984e+07 1476.0 5.089235e+07 NaN NaN 17.000000 \n",

"max 2.000373e+07 1476.0 1.418319e+08 NaN NaN 532.000000 \n",

"\n",

" overall\_satisfaction accommodates bedrooms bathrooms \\\n",

"count 17506.000000 17506.000000 17506.000000 0.0 \n",

"mean 4.531932 2.960642 1.526220 NaN \n",

"std 0.441955 1.333545 0.825627 NaN \n",

"min 1.000000 1.000000 1.000000 NaN \n",

"25% 4.000000 2.000000 1.000000 NaN \n",

"50% 4.500000 2.000000 1.000000 NaN \n",

"75% 5.000000 4.000000 2.000000 NaN \n",

"max 5.000000 17.000000 10.000000 NaN \n",

"\n",

" price minstay latitude longitude \n",

"count 17506.000000 0.0 17506.000000 17506.000000 \n",

"mean 169.137267 NaN 52.365207 4.888416 \n",

"std 111.009236 NaN 0.015112 0.034722 \n",

"min 12.000000 NaN 52.296200 4.763264 \n",

"25% 113.000000 NaN 52.355178 4.863899 \n",

"50% 144.000000 NaN 52.364507 4.885528 \n",

"75% 196.000000 NaN 52.374604 4.907448 \n",

"max 6000.000000 NaN 52.424980 5.027689 "

]

},

"execution\_count": 30,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.describe()"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"# Data Visualization"

]

},

{

"cell\_type": "code",

"execution\_count": 31,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_id</th>\n",

" <th>survey\_id</th>\n",

" <th>host\_id</th>\n",

" <th>room\_type</th>\n",

" <th>country</th>\n",

" <th>city</th>\n",

" <th>borough</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" <th>bathrooms</th>\n",

" <th>price</th>\n",

" <th>minstay</th>\n",

" <th>name</th>\n",

" <th>last\_modified</th>\n",

" <th>latitude</th>\n",

" <th>longitude</th>\n",

" <th>location</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>10201214</td>\n",

" <td>1476</td>\n",

" <td>8497487</td>\n",

" <td>Entire home/apt</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Ijburg / Eiland Zeeburg</td>\n",

" <td>19</td>\n",

" <td>5.0</td>\n",

" <td>8</td>\n",

" <td>4.0</td>\n",

" <td>NaN</td>\n",

" <td>763.0</td>\n",

" <td>NaN</td>\n",

" <td>Beautiful Watervilla in Amsterdam</td>\n",

" <td>2017-07-23 13:02:10.468528</td>\n",

" <td>52.348254</td>\n",

" <td>5.001477</td>\n",

" <td>0101000020E6100000E7C8CA2F83011440C0594A96932C...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>3119298</td>\n",

" <td>1476</td>\n",

" <td>15847782</td>\n",

" <td>Entire home/apt</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Westerpark</td>\n",

" <td>1</td>\n",

" <td>4.0</td>\n",

" <td>8</td>\n",

" <td>3.0</td>\n",

" <td>NaN</td>\n",

" <td>445.0</td>\n",

" <td>NaN</td>\n",

" <td>Modern 5-8 person apartment</td>\n",

" <td>2017-07-23 12:58:15.945759</td>\n",

" <td>52.377581</td>\n",

" <td>4.873119</td>\n",

" <td>0101000020E61000009D103AE8127E1340A54BFF925430...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_id survey\_id host\_id room\_type country city \\\n",

"33 10201214 1476 8497487 Entire home/apt NaN Amsterdam \n",

"34 3119298 1476 15847782 Entire home/apt NaN Amsterdam \n",

"\n",

" borough neighborhood reviews overall\_satisfaction \\\n",

"33 NaN Ijburg / Eiland Zeeburg 19 5.0 \n",

"34 NaN Westerpark 1 4.0 \n",

"\n",

" accommodates bedrooms bathrooms price minstay \\\n",

"33 8 4.0 NaN 763.0 NaN \n",

"34 8 3.0 NaN 445.0 NaN \n",

"\n",

" name last\_modified latitude \\\n",

"33 Beautiful Watervilla in Amsterdam 2017-07-23 13:02:10.468528 52.348254 \n",

"34 Modern 5-8 person apartment 2017-07-23 12:58:15.945759 52.377581 \n",

"\n",

" longitude location \n",

"33 5.001477 0101000020E6100000E7C8CA2F83011440C0594A96932C... \n",

"34 4.873119 0101000020E61000009D103AE8127E1340A54BFF925430... "

]

},

"execution\_count": 31,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.head(2)"

]

},

{

"cell\_type": "code",

"execution\_count": 32,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([7292., 3231., 1943., 1235., 836., 577., 411., 321., 232.,\n",

" 196., 159., 115., 91., 77., 82., 51., 49., 45.,\n",

" 44., 57.]),\n",

" array([ 0., 5., 10., 15., 20., 25., 30., 35., 40., 45., 50.,\n",

" 55., 60., 65., 70., 75., 80., 85., 90., 95., 100.]),\n",

" <a list of 20 Patch objects>)"

]

},

"execution\_count": 32,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"#airbnb.reviews.plot(kind = 'hist')\n",

"plt.hist(airbnb.reviews,bins=20,range=(0,100))"

]

},

{

"cell\_type": "code",

"execution\_count": 33,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([1.870e+02, 2.858e+03, 5.970e+03, 4.259e+03, 2.002e+03, 7.720e+02,\n",

" 6.360e+02, 3.180e+02, 1.560e+02, 1.530e+02, 6.200e+01, 3.800e+01,\n",

" 1.000e+01, 1.600e+01, 2.000e+01, 1.200e+01, 6.000e+00, 1.000e+00,\n",

" 5.000e+00, 3.000e+00]),\n",

" array([ 0., 50., 100., 150., 200., 250., 300., 350., 400.,\n",

" 450., 500., 550., 600., 650., 700., 750., 800., 850.,\n",

" 900., 950., 1000.]),\n",

" <a list of 20 Patch objects>)"

]

},

"execution\_count": 33,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.hist(airbnb.price,bins=20,range=(0,1000))"

]

},

{

"cell\_type": "code",

"execution\_count": 34,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([3.250e+02, 9.105e+03, 1.489e+03, 5.437e+03, 4.640e+02, 4.710e+02,\n",

" 5.200e+01, 1.050e+02, 8.000e+00, 1.500e+01, 2.000e+00, 8.000e+00,\n",

" 0.000e+00, 6.000e+00, 0.000e+00, 1.900e+01]),\n",

" array([ 1., 2., 3., 4., 5., 6., 7., 8., 9., 10., 11., 12., 13.,\n",

" 14., 15., 16., 17.]),\n",

" <a list of 16 Patch objects>)"

]

},

"execution\_count": 34,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.hist(airbnb.accommodates,bins=16)"

]

},

{

"cell\_type": "code",

"execution\_count": 35,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([1.000e+00, 0.000e+00, 0.000e+00, 1.000e+00, 0.000e+00, 1.500e+01,\n",

" 9.500e+01, 5.902e+03, 4.226e+03, 7.266e+03]),\n",

" array([1. , 1.4, 1.8, 2.2, 2.6, 3. , 3.4, 3.8, 4.2, 4.6, 5. ]),\n",

" <a list of 10 Patch objects>)"

]

},

"execution\_count": 35,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.hist(airbnb.overall\_satisfaction)"

]

},

{

"cell\_type": "code",

"execution\_count": 36,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([ 6., 0., 43., 0., 0., 3291., 0., 2489., 0.,\n",

" 4401.]),\n",

" array([3. , 3.2, 3.4, 3.6, 3.8, 4. , 4.2, 4.4, 4.6, 4.8, 5. ]),\n",

" <a list of 10 Patch objects>)"

]

},

"execution\_count": 36,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.hist(airbnb[(airbnb.price >= 100) & (airbnb.price <= 200)].overall\_satisfaction)"

]

},

{

"cell\_type": "code",

"execution\_count": 37,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([ 2., 0., 0., 78., 0., 0., 61., 0., 0., 46.]),\n",

" array([3.5 , 3.65, 3.8 , 3.95, 4.1 , 4.25, 4.4 , 4.55, 4.7 , 4.85, 5. ]),\n",

" <a list of 10 Patch objects>)"

]

},

"execution\_count": 37,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.hist(airbnb[airbnb.price < 50].overall\_satisfaction)"

]

},

{

"cell\_type": "code",

"execution\_count": 38,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([1.000e+00, 0.000e+00, 4.000e+00, 0.000e+00, 1.700e+01, 0.000e+00,\n",

" 1.550e+03, 0.000e+00, 7.850e+02, 1.874e+03]),\n",

" array([2.5 , 2.75, 3. , 3.25, 3.5 , 3.75, 4. , 4.25, 4.5 , 4.75, 5. ]),\n",

" <a list of 10 Patch objects>)"

]

},

"execution\_count": 38,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.hist(airbnb[airbnb.price > 200].overall\_satisfaction)"

]

},

{

"cell\_type": "code",

"execution\_count": 39,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(array([ 1., 0., 0., 0., 5., 0., 402., 0., 198., 481.]),\n",

" array([2.5 , 2.75, 3. , 3.25, 3.5 , 3.75, 4. , 4.25, 4.5 , 4.75, 5. ]),\n",

" <a list of 10 Patch objects>)"

]

},

"execution\_count": 39,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "iVBORw0KGgoAAAANSUhEUgAAAXcAAAD6CAYAAABamQdMAAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAALEgAACxIB0t1+/AAAADh0RVh0U29mdHdhcmUAbWF0cGxvdGxpYiB2ZXJzaW9uMy4xLjAsIGh0dHA6Ly9tYXRwbG90bGliLm9yZy+17YcXAAAPP0lEQVR4nO3df4ylVX3H8fdHFn9ErYuw0M3u4pi4f2ibqnQD25A0Fozhh2FJKimmlZVss2mDLUYTXf2jjU3/gP4hlqax2YrpYrVAUMoW0LrlR1r/AJ1FBHE1TMlWNrtxF4FVQjVZ++0fc5aOw52dy8y9M52z71dyc89zzpnnOSfPzmeeOfM8d1NVSJL68orlHoAkafQMd0nqkOEuSR0y3CWpQ4a7JHXIcJekDg0V7kn2J3ksySNJJlvdG5PsSfJEez+t1SfJjUmmkjya5JxxTkCS9FIZ5j73JPuBTVX19Iy6vwKeqarrkuwATquqjye5BPgT4BLgPOCvq+q8E+3/jDPOqImJiYXPQpJOQnv37n26qtYMalu1iP1uAd7VyruAB4CPt/qba/qnxoNJVidZW1WH5trRxMQEk5OTixiKJJ18kvzXXG3DrrkX8PUke5Nsb3VnHQ/s9n5mq18HPDXjaw+0OknSEhn2yv38qjqY5ExgT5Lvn6BvBtS9ZO2n/ZDYDnD22WcPOQxJ0jCGunKvqoPt/TBwB3Au8KMkawHa++HW/QCwYcaXrwcODtjnzqraVFWb1qwZuGQkSVqgecM9yWuTvP54GXgP8F1gN7C1ddsK3NnKu4Gr2l0zm4GjJ1pvlySN3jDLMmcBdyQ53v9LVfW1JN8CbkuyDfghcEXrfw/Td8pMAS8AV4981JKkE5o33KvqSeDtA+p/DFw4oL6Aa0YyOknSgviEqiR1yHCXpA4Z7pLUocU8oSpJXZjYcfeyHXv/dZeOZb9euUtShwx3SeqQ4S5JHTLcJalDhrskdchwl6QOGe6S1CHDXZI6ZLhLUocMd0nqkOEuSR0y3CWpQ4a7JHXIcJekDhnuktQhw12SOmS4S1KHDHdJ6pDhLkkdMtwlqUOGuyR1yHCXpA4Z7pLUIcNdkjpkuEtShwx3SeqQ4S5JHTLcJalDhrskdchwl6QODR3uSU5J8u0kd7XtNyd5KMkTSW5N8spW/6q2PdXaJ8YzdEnSXF7Olfu1wL4Z29cDN1TVRuBZYFur3wY8W1VvAW5o/SRJS2iocE+yHrgU+FzbDnABcHvrsgu4vJW3tG1a+4WtvyRpiawast9ngI8Br2/bpwPPVdWxtn0AWNfK64CnAKrqWJKjrf/TIxmxdJKY2HH3shx3/3WXLstxNVrzXrkneS9wuKr2zqwe0LWGaJu53+1JJpNMHjlyZKjBSpKGM8yyzPnAZUn2A7cwvRzzGWB1kuNX/uuBg618ANgA0NrfADwze6dVtbOqNlXVpjVr1ixqEpKkXzZvuFfVJ6pqfVVNAFcC91XV7wP3A+9r3bYCd7by7rZNa7+vql5y5S5JGp/F3Of+ceAjSaaYXlO/qdXfBJze6j8C7FjcECVJL9ewf1AFoKoeAB5o5SeBcwf0+RlwxQjGJklaIJ9QlaQOGe6S1CHDXZI6ZLhLUocMd0nqkOEuSR0y3CWpQ4a7JHXIcJekDhnuktQhw12SOmS4S1KHDHdJ6pDhLkkdMtwlqUOGuyR1yHCXpA4Z7pLUIcNdkjpkuEtShwx3SeqQ4S5JHTLcJalDhrskdchwl6QOGe6S1CHDXZI6ZLhLUocMd0nqkOEuSR0y3CWpQ4a7JHXIcJekDhnuktShecM9yauTfDPJd5I8nuRTrf7NSR5K8kSSW5O8stW/qm1PtfaJ8U5BkjTbMFfuPwcuqKq3A+8ALkqyGbgeuKGqNgLPAtta/23As1X1FuCG1k+StITmDfea9nzbPLW9CrgAuL3V7wIub+UtbZvWfmGSjGzEkqR5DbXmnuSUJI8Ah4E9wH8Cz1XVsdblALCuldcBTwG09qPA6aMctCTpxIYK96r6RVW9A1gPnAu8dVC39j7oKr1mVyTZnmQyyeSRI0eGHa8kaQgv626ZqnoOeADYDKxOsqo1rQcOtvIBYANAa38D8MyAfe2sqk1VtWnNmjULG70kaaBh7pZZk2R1K78GeDewD7gfeF/rthW4s5V3t21a+31V9ZIrd0nS+KyavwtrgV1JTmH6h8FtVXVXku8BtyT5S+DbwE2t/03AF5JMMX3FfuUYxi1JOoF5w72qHgXeOaD+SabX32fX/wy4YiSjkyQtiE+oSlKHDHdJ6pDhLkkdMtwlqUOGuyR1yHCXpA4Z7pLUIcNdkjpkuEtShwx3SeqQ4S5JHTLcJalDhrskdchwl6QOGe6S1CHDXZI6ZLhLUocMd0nqkOEuSR0y3CWpQ4a7JHXIcJekDhnuktQhw12SOmS4S1KHDHdJ6pDhLkkdMtwlqUOGuyR1yHCXpA4Z7pLUIcNdkjpkuEtShwx3SerQvOGeZEOS+5PsS/J4kmtb/RuT7EnyRHs/rdUnyY1JppI8muSccU9CkvTLhrlyPwZ8tKreCmwGrknyNmAHcG9VbQTubdsAFwMb22s78NmRj1qSdELzhntVHaqqh1v5p8A+YB2wBdjVuu0CLm/lLcDNNe1BYHWStSMfuSRpTi9rzT3JBPBO4CHgrKo6BNM/AIAzW7d1wFMzvuxAq5MkLZGhwz3J64AvAx+uqp+cqOuAuhqwv+1JJpNMHjlyZNhhSJKGsGqYTklOZTrYv1hVX2nVP0qytqoOtWWXw63+ALBhxpevBw7O3mdV7QR2AmzatOkl4S/p5DOx4+7lHkI3hrlbJsBNwL6q+vSMpt3A1lbeCtw5o/6qdtfMZuDo8eUbSdLSGObK/XzgA8BjSR5pdZ8ErgNuS7IN+CFwRWu7B7gEmAJeAK4e6YglSfOaN9yr6hsMXkcHuHBA/wKuWeS4JEmL4BOqktQhw12SOmS4S1KHDHdJ6pDhLkkdMtwlqUOGuyR1yHCXpA4Z7pLUIcNdkjpkuEtShwx3SeqQ4S5JHTLcJalDhrskdchwl6QOGe6S1CHDXZI6ZLhLUocMd0nqkOEuSR0y3CWpQ4a7JHXIcJekDhnuktQhw12SOmS4S1KHDHdJ6pDhLkkdMtwlqUOGuyR1yHCXpA4Z7pLUIcNdkjo0b7gn+XySw0m+O6PujUn2JHmivZ/W6pPkxiRTSR5Ncs44By9JGmyYK/d/AC6aVbcDuLeqNgL3tm2Ai4GN7bUd+OxohilJejnmDfeq+nfgmVnVW4BdrbwLuHxG/c017UFgdZK1oxqsJGk4C11zP6uqDgG09zNb/TrgqRn9DrQ6SdISGvUfVDOgrgZ2TLYnmUwyeeTIkREPQ5JObgsN9x8dX25p74db/QFgw4x+64GDg3ZQVTuralNVbVqzZs0ChyFJGmSh4b4b2NrKW4E7Z9Rf1e6a2QwcPb58I0laOqvm65Dkn4B3AWckOQD8OXAdcFuSbcAPgSta93uAS4Ap4AXg6jGMWZI0j3nDvareP0fThQP6FnDNYgclSVocn1CVpA4Z7pLUIcNdkjpkuEtShwx3SeqQ4S5JHTLcJalDhrskdchwl6QOGe6S1CHDXZI6ZLhLUocMd0nqkOEuSR0y3CWpQ4a7JHXIcJekDhnuktQhw12SOmS4S1KHDHdJ6pDhLkkdMtwlqUOGuyR1yHCXpA4Z7pLUIcNdkjpkuEtShwx3SeqQ4S5JHTLcJalDhrskdchwl6QOGe6S1KGxhHuSi5L8IMlUkh3jOIYkaW4jD/ckpwB/C1wMvA14f5K3jfo4kqS5rRrDPs8FpqrqSYAktwBbgO+N4Vg6SUzsuHtZjrv/ukuX5bjSYo0j3NcBT83YPgCcN4bjAMv3TQ9+40v6/2sc4Z4BdfWSTsl2YHvbfD7JDxZ4vDOApxf4tYuS65fjqMAyznkZLcucl/Ecg3M+KeT6Rc35TXM1jCPcDwAbZmyvBw7O7lRVO4Gdiz1Yksmq2rTY/awkzvnk4JxPDuOa8zjulvkWsDHJm5O8ErgS2D2G40iS5jDyK/eqOpbkQ8C/AqcAn6+qx0d9HEnS3MaxLENV3QPcM459D7DopZ0VyDmfHJzzyWEsc07VS/7WKUla4fz4AUnq0IoI9yQbktyfZF+Sx5NcO6DPu5IcTfJIe/3Zcox1VJK8Osk3k3ynzflTA/q8Ksmt7WMeHkoysfQjHZ0h5/zBJEdmnOc/XI6xjlKSU5J8O8ldA9q6OsfHzTPn7s4xQJL9SR5rc5oc0J4kN7Zz/WiScxZzvLGsuY/BMeCjVfVwktcDe5PsqarZT73+R1W9dxnGNw4/By6oqueTnAp8I8lXq+rBGX22Ac9W1VuSXAlcD/zecgx2RIaZM8CtVfWhZRjfuFwL7AN+ZUBbb+f4uBPNGfo7x8f9TlXNdU/7xcDG9joP+CyLeAB0RVy5V9Whqnq4lX/K9D+Kdcs7qvGqac+3zVPba/YfSLYAu1r5duDCJIMeIlsRhpxzV5KsBy4FPjdHl67OMQw155PVFuDm9n3wILA6ydqF7mxFhPtM7dfSdwIPDWj+rfYr/VeT/NqSDmwM2q+ujwCHgT1VNXvOL37UQ1UdA44Cpy/tKEdriDkD/G77tfX2JBsGtK8knwE+BvzPHO3dnWPmnzP0dY6PK+DrSfa2J/RnG/TRLQu+iF1R4Z7kdcCXgQ9X1U9mNT8MvKmq3g78DfDPSz2+UauqX1TVO5h+yvfcJL8+q8tQH/Wwkgwx538BJqrqN4B/4/+ualecJO8FDlfV3hN1G1C3Ys/xkHPu5hzPcn5VncP08ss1SX57VvtIz/WKCfe2Bvtl4ItV9ZXZ7VX1k+O/0rf77E9NcsYSD3Msquo54AHgollNL37UQ5JVwBuAZ5Z0cGMy15yr6sdV9fO2+ffAby7x0EbpfOCyJPuBW4ALkvzjrD69neN559zZOX5RVR1s74eBO5j+BN2ZhvrolmGtiHBva4w3Afuq6tNz9PnV42uRSc5lem4/XrpRjlaSNUlWt/JrgHcD35/VbTewtZXfB9xXK/jBhWHmPGsN8jKm//6yIlXVJ6pqfVVNMP0xHfdV1R/M6tbVOR5mzj2d4+OSvLbdDEKS1wLvAb47q9tu4Kp218xm4GhVHVroMVfK3TLnAx8AHmvrsQCfBM4GqKq/Y/of/h8nOQb8N3DlSv4mANYCuzL9n5+8Aritqu5K8hfAZFXtZvoH3heSTDF9NXfl8g13JIaZ858muYzpO6ieAT64bKMdk87P8UAnwTk+C7ijXX+uAr5UVV9L8kfwYobdA1wCTAEvAFcv5oA+oSpJHVoRyzKSpJfHcJekDhnuktQhw12SOmS4S1KHDHdJ6pDhLkkdMtwlqUP/C+/sPUrqU1dOAAAAAElFTkSuQmCC\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.hist(airbnb[airbnb.price > 300].overall\_satisfaction)"

]

},

{

"cell\_type": "code",

"execution\_count": 40,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<matplotlib.collections.PathCollection at 0x13941115fd0>"

]

},

"execution\_count": 40,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.scatter(airbnb.price, airbnb.reviews)"

]

},

{

"cell\_type": "code",

"execution\_count": 41,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<matplotlib.collections.PathCollection at 0x139411b13c8>"

]

},

"execution\_count": 41,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.scatter(airbnb.accommodates,airbnb.price)"

]

},

{

"cell\_type": "code",

"execution\_count": 42,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<matplotlib.collections.PathCollection at 0x1394120f828>"

]

},

"execution\_count": 42,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.scatter(airbnb.overall\_satisfaction,airbnb.price)"

]

},

{

"cell\_type": "code",

"execution\_count": 43,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<matplotlib.collections.PathCollection at 0x13941282400>"

]

},

"execution\_count": 43,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"plt.scatter(airbnb.bedrooms,airbnb.price)"

]

},

{

"cell\_type": "code",

"execution\_count": 44,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x139412b2dd8>"

]

},

"execution\_count": 44,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"airbnb.plot()"

]

},

{

"cell\_type": "code",

"execution\_count": 45,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<matplotlib.axes.\_subplots.AxesSubplot at 0x139413941d0>"

]

},

"execution\_count": 45,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {
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"text/plain": [

"<Figure size 1440x360 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"#Plotting neighborhood count\n",

"airbnb.neighborhood.value\_counts().plot(kind='bar',figsize=(20,5))"

]

},

{

"cell\_type": "markdown",

"metadata": {},

"source": [

"airbnb.neighborhood.value\_counts().plot(kind='barh')"

]

},

{

"cell\_type": "code",

"execution\_count": 46,

"metadata": {},

"outputs": [],

"source": [

"# Removing rows which are above Price range of 1500\n",

"airbnb[airbnb.price > 1500].count()\n",

"airbnb = airbnb[airbnb.price <1500]"

]

},

{

"cell\_type": "code",

"execution\_count": 47,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"180.0 961\n",

"119.0 948\n",

"144.0 819\n",

"150.0 583\n",

"132.0 549\n",

"108.0 502\n",

"240.0 487\n",

"114.0 469\n",

"96.0 455\n",

"118.0 452\n",

"156.0 430\n",

"168.0 381\n",

"102.0 378\n",

"300.0 371\n",

"90.0 368\n",

"210.0 316\n",

"95.0 305\n",

"84.0 271\n",

"179.0 262\n",

"162.0 259\n",

"192.0 256\n",

"138.0 243\n",

"216.0 231\n",

"107.0 212\n",

"143.0 189\n",

"270.0 187\n",

"78.0 175\n",

"72.0 174\n",

"126.0 170\n",

"174.0 165\n",

" ... \n",

"521.0 1\n",

"443.0 1\n",

"366.0 1\n",

"1199.0 1\n",

"507.0 1\n",

"373.0 1\n",

"406.0 1\n",

"444.0 1\n",

"1078.0 1\n",

"1016.0 1\n",

"1134.0 1\n",

"467.0 1\n",

"301.0 1\n",

"1050.0 1\n",

"328.0 1\n",

"567.0 1\n",

"337.0 1\n",

"398.0 1\n",

"451.0 1\n",

"457.0 1\n",

"23.0 1\n",

"310.0 1\n",

"29.0 1\n",

"1386.0 1\n",

"1319.0 1\n",

"659.0 1\n",

"371.0 1\n",

"416.0 1\n",

"756.0 1\n",

"413.0 1\n",

"Name: price, Length: 413, dtype: int64"

]

},

"execution\_count": 47,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.price.value\_counts()"

]

},

{

"cell\_type": "code",

"execution\_count": 48,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.model\_selection import train\_test\_split\n",

"from sklearn.linear\_model import LinearRegression"

]

},

{

"cell\_type": "code",

"execution\_count": 50,

"metadata": {},

"outputs": [

{

"ename": "NameError",

"evalue": "name 'X' is not defined",

"output\_type": "error",

"traceback": [

"\u001b[1;31m---------------------------------------------------------------------------\u001b[0m",

"\u001b[1;31mNameError\u001b[0m Traceback (most recent call last)",

"\u001b[1;32m<ipython-input-50-ae5cd47bda90>\u001b[0m in \u001b[0;36m<module>\u001b[1;34m\u001b[0m\n\u001b[1;32m----> 1\u001b[1;33m \u001b[0mX\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0mhead\u001b[0m\u001b[1;33m(\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m\u001b[0m\u001b[1;33m\u001b[0m\u001b[0m\n\u001b[0m",

"\u001b[1;31mNameError\u001b[0m: name 'X' is not defined"

]

}

],

"source": [

"X.head()"

]

},

{

"cell\_type": "code",

"execution\_count": 60,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_id</th>\n",

" <th>survey\_id</th>\n",

" <th>host\_id</th>\n",

" <th>room\_type</th>\n",

" <th>country</th>\n",

" <th>city</th>\n",

" <th>borough</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" <th>bathrooms</th>\n",

" <th>price</th>\n",

" <th>minstay</th>\n",

" <th>name</th>\n",

" <th>last\_modified</th>\n",

" <th>latitude</th>\n",

" <th>longitude</th>\n",

" <th>location</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>10201214</td>\n",

" <td>1476</td>\n",

" <td>8497487</td>\n",

" <td>Entire home/apt</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Ijburg / Eiland Zeeburg</td>\n",

" <td>19</td>\n",

" <td>5.0</td>\n",

" <td>8</td>\n",

" <td>4.0</td>\n",

" <td>NaN</td>\n",

" <td>763.0</td>\n",

" <td>NaN</td>\n",

" <td>Beautiful Watervilla in Amsterdam</td>\n",

" <td>2017-07-23 13:02:10.468528</td>\n",

" <td>52.348254</td>\n",

" <td>5.001477</td>\n",

" <td>0101000020E6100000E7C8CA2F83011440C0594A96932C...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>3119298</td>\n",

" <td>1476</td>\n",

" <td>15847782</td>\n",

" <td>Entire home/apt</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Westerpark</td>\n",

" <td>1</td>\n",

" <td>4.0</td>\n",

" <td>8</td>\n",

" <td>3.0</td>\n",

" <td>NaN</td>\n",

" <td>445.0</td>\n",

" <td>NaN</td>\n",

" <td>Modern 5-8 person apartment</td>\n",

" <td>2017-07-23 12:58:15.945759</td>\n",

" <td>52.377581</td>\n",

" <td>4.873119</td>\n",

" <td>0101000020E61000009D103AE8127E1340A54BFF925430...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_id survey\_id host\_id room\_type country city \\\n",

"33 10201214 1476 8497487 Entire home/apt NaN Amsterdam \n",

"34 3119298 1476 15847782 Entire home/apt NaN Amsterdam \n",

"\n",

" borough neighborhood reviews overall\_satisfaction \\\n",

"33 NaN Ijburg / Eiland Zeeburg 19 5.0 \n",

"34 NaN Westerpark 1 4.0 \n",

"\n",

" accommodates bedrooms bathrooms price minstay \\\n",

"33 8 4.0 NaN 763.0 NaN \n",

"34 8 3.0 NaN 445.0 NaN \n",

"\n",

" name last\_modified latitude \\\n",

"33 Beautiful Watervilla in Amsterdam 2017-07-23 13:02:10.468528 52.348254 \n",

"34 Modern 5-8 person apartment 2017-07-23 12:58:15.945759 52.377581 \n",

"\n",

" longitude location \n",

"33 5.001477 0101000020E6100000E7C8CA2F83011440C0594A96932C... \n",

"34 4.873119 0101000020E61000009D103AE8127E1340A54BFF925430... "

]

},

"execution\_count": 60,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.head(2)"

]

},

{

"cell\_type": "code",

"execution\_count": 56,

"metadata": {},

"outputs": [],

"source": [

"X = airbnb.iloc[:,[8,9,10,11,]]"

]

},

{

"cell\_type": "code",

"execution\_count": 63,

"metadata": {},

"outputs": [],

"source": [

"Y = airbnb.price"

]

},

{

"cell\_type": "code",

"execution\_count": 65,

"metadata": {},

"outputs": [],

"source": [

"X\_train,X\_test,y\_train,y\_test = train\_test\_split(X.values,Y.values,test\_size = .3,random\_state=1)"

]

},

{

"cell\_type": "code",

"execution\_count": 66,

"metadata": {},

"outputs": [],

"source": [

"lm = LinearRegression()"

]

},

{

"cell\_type": "code",

"execution\_count": 67,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"LinearRegression(copy\_X=True, fit\_intercept=True, n\_jobs=None, normalize=False)"

]

},

"execution\_count": 67,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"lm.fit(X\_train,y\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 68,

"metadata": {},

"outputs": [],

"source": [

"y\_pred = lm.predict(X\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": 69,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.metrics import mean\_absolute\_error,mean\_squared\_error,r2\_score"

]

},

{

"cell\_type": "code",

"execution\_count": 70,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"49.760048108236774"

]

},

"execution\_count": 70,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"mean\_absolute\_error(y\_test,y\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 71,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"77.0308769078892"

]

},

"execution\_count": 71,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"np.sqrt(mean\_squared\_error(y\_test,y\_pred))"

]

},

{

"cell\_type": "code",

"execution\_count": 72,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([-0.15730951, 13.06118553, 26.17337276, 29.26738688])"

]

},

"execution\_count": 72,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"lm.coef\_"

]

},

{

"cell\_type": "code",

"execution\_count": 73,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"<bound method RegressorMixin.score of LinearRegression(copy\_X=True, fit\_intercept=True, n\_jobs=None, normalize=False)>\n"

]

}

],

"source": [

"print(lm.score)"

]

},

{

"cell\_type": "code",

"execution\_count": 74,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"0.3555865319381407"

]

},

"execution\_count": 74,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"r2\_score(y\_test,y\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 75,

"metadata": {},

"outputs": [],

"source": [

"# Using one hot encoding to transform categorical values"

]

},

{

"cell\_type": "code",

"execution\_count": 76,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_id</th>\n",

" <th>survey\_id</th>\n",

" <th>host\_id</th>\n",

" <th>room\_type</th>\n",

" <th>country</th>\n",

" <th>city</th>\n",

" <th>borough</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" <th>bathrooms</th>\n",

" <th>price</th>\n",

" <th>minstay</th>\n",

" <th>name</th>\n",

" <th>last\_modified</th>\n",

" <th>latitude</th>\n",

" <th>longitude</th>\n",

" <th>location</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>10201214</td>\n",

" <td>1476</td>\n",

" <td>8497487</td>\n",

" <td>Entire home/apt</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Ijburg / Eiland Zeeburg</td>\n",

" <td>19</td>\n",

" <td>5.0</td>\n",

" <td>8</td>\n",

" <td>4.0</td>\n",

" <td>NaN</td>\n",

" <td>763.0</td>\n",

" <td>NaN</td>\n",

" <td>Beautiful Watervilla in Amsterdam</td>\n",

" <td>2017-07-23 13:02:10.468528</td>\n",

" <td>52.348254</td>\n",

" <td>5.001477</td>\n",

" <td>0101000020E6100000E7C8CA2F83011440C0594A96932C...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>3119298</td>\n",

" <td>1476</td>\n",

" <td>15847782</td>\n",

" <td>Entire home/apt</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>Westerpark</td>\n",

" <td>1</td>\n",

" <td>4.0</td>\n",

" <td>8</td>\n",

" <td>3.0</td>\n",

" <td>NaN</td>\n",

" <td>445.0</td>\n",

" <td>NaN</td>\n",

" <td>Modern 5-8 person apartment</td>\n",

" <td>2017-07-23 12:58:15.945759</td>\n",

" <td>52.377581</td>\n",

" <td>4.873119</td>\n",

" <td>0101000020E61000009D103AE8127E1340A54BFF925430...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_id survey\_id host\_id room\_type country city \\\n",

"33 10201214 1476 8497487 Entire home/apt NaN Amsterdam \n",

"34 3119298 1476 15847782 Entire home/apt NaN Amsterdam \n",

"\n",

" borough neighborhood reviews overall\_satisfaction \\\n",

"33 NaN Ijburg / Eiland Zeeburg 19 5.0 \n",

"34 NaN Westerpark 1 4.0 \n",

"\n",

" accommodates bedrooms bathrooms price minstay \\\n",

"33 8 4.0 NaN 763.0 NaN \n",

"34 8 3.0 NaN 445.0 NaN \n",

"\n",

" name last\_modified latitude \\\n",

"33 Beautiful Watervilla in Amsterdam 2017-07-23 13:02:10.468528 52.348254 \n",

"34 Modern 5-8 person apartment 2017-07-23 12:58:15.945759 52.377581 \n",

"\n",

" longitude location \n",

"33 5.001477 0101000020E6100000E7C8CA2F83011440C0594A96932C... \n",

"34 4.873119 0101000020E61000009D103AE8127E1340A54BFF925430... "

]

},

"execution\_count": 76,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.head(2)"

]

},

{

"cell\_type": "code",

"execution\_count": 77,

"metadata": {},

"outputs": [],

"source": [

"# Because one hot encoding only takes numerical value, first need to convert the label into numeric and then use \n",

"# one hot encoding"

]

},

{

"cell\_type": "code",

"execution\_count": 78,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.preprocessing import LabelEncoder"

]

},

{

"cell\_type": "code",

"execution\_count": 79,

"metadata": {},

"outputs": [],

"source": [

"le = LabelEncoder()"

]

},

{

"cell\_type": "code",

"execution\_count": 80,

"metadata": {},

"outputs": [],

"source": [

"airbnb['room\_type'] = le.fit\_transform(airbnb['room\_type'])"

]

},

{

"cell\_type": "code",

"execution\_count": 81,

"metadata": {},

"outputs": [],

"source": [

"airbnb['neighborhood'] = le.fit\_transform(airbnb['neighborhood'])"

]

},

{

"cell\_type": "code",

"execution\_count": 82,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_id</th>\n",

" <th>survey\_id</th>\n",

" <th>host\_id</th>\n",

" <th>room\_type</th>\n",

" <th>country</th>\n",

" <th>city</th>\n",

" <th>borough</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" <th>bathrooms</th>\n",

" <th>price</th>\n",

" <th>minstay</th>\n",

" <th>name</th>\n",

" <th>last\_modified</th>\n",

" <th>latitude</th>\n",

" <th>longitude</th>\n",

" <th>location</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>10201214</td>\n",

" <td>1476</td>\n",

" <td>8497487</td>\n",

" <td>0</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>11</td>\n",

" <td>19</td>\n",

" <td>5.0</td>\n",

" <td>8</td>\n",

" <td>4.0</td>\n",

" <td>NaN</td>\n",

" <td>763.0</td>\n",

" <td>NaN</td>\n",

" <td>Beautiful Watervilla in Amsterdam</td>\n",

" <td>2017-07-23 13:02:10.468528</td>\n",

" <td>52.348254</td>\n",

" <td>5.001477</td>\n",

" <td>0101000020E6100000E7C8CA2F83011440C0594A96932C...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>3119298</td>\n",

" <td>1476</td>\n",

" <td>15847782</td>\n",

" <td>0</td>\n",

" <td>NaN</td>\n",

" <td>Amsterdam</td>\n",

" <td>NaN</td>\n",

" <td>21</td>\n",

" <td>1</td>\n",

" <td>4.0</td>\n",

" <td>8</td>\n",

" <td>3.0</td>\n",

" <td>NaN</td>\n",

" <td>445.0</td>\n",

" <td>NaN</td>\n",

" <td>Modern 5-8 person apartment</td>\n",

" <td>2017-07-23 12:58:15.945759</td>\n",

" <td>52.377581</td>\n",

" <td>4.873119</td>\n",

" <td>0101000020E61000009D103AE8127E1340A54BFF925430...</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_id survey\_id host\_id room\_type country city borough \\\n",

"33 10201214 1476 8497487 0 NaN Amsterdam NaN \n",

"34 3119298 1476 15847782 0 NaN Amsterdam NaN \n",

"\n",

" neighborhood reviews overall\_satisfaction accommodates bedrooms \\\n",

"33 11 19 5.0 8 4.0 \n",

"34 21 1 4.0 8 3.0 \n",

"\n",

" bathrooms price minstay name \\\n",

"33 NaN 763.0 NaN Beautiful Watervilla in Amsterdam \n",

"34 NaN 445.0 NaN Modern 5-8 person apartment \n",

"\n",

" last\_modified latitude longitude \\\n",

"33 2017-07-23 13:02:10.468528 52.348254 5.001477 \n",

"34 2017-07-23 12:58:15.945759 52.377581 4.873119 \n",

"\n",

" location \n",

"33 0101000020E6100000E7C8CA2F83011440C0594A96932C... \n",

"34 0101000020E61000009D103AE8127E1340A54BFF925430... "

]

},

"execution\_count": 82,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"airbnb.head(2)"

]

},

{

"cell\_type": "code",

"execution\_count": 83,

"metadata": {},

"outputs": [],

"source": [

"# Above we have converted the lables, now we'll use one hot encoding to create new variables"

]

},

{

"cell\_type": "code",

"execution\_count": 84,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.preprocessing import OneHotEncoder"

]

},

{

"cell\_type": "code",

"execution\_count": 85,

"metadata": {},

"outputs": [],

"source": [

"ohc = OneHotEncoder(categorical\_features=[0,1])"

]

},

{

"cell\_type": "code",

"execution\_count": 86,

"metadata": {},

"outputs": [],

"source": [

"X1 = airbnb.iloc[:,[3,7,8,9,10,11]]"

]

},

{

"cell\_type": "code",

"execution\_count": 87,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_type</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>0</td>\n",

" <td>11</td>\n",

" <td>19</td>\n",

" <td>5.0</td>\n",

" <td>8</td>\n",

" <td>4.0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>0</td>\n",

" <td>21</td>\n",

" <td>1</td>\n",

" <td>4.0</td>\n",

" <td>8</td>\n",

" <td>3.0</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_type neighborhood reviews overall\_satisfaction accommodates \\\n",

"33 0 11 19 5.0 8 \n",

"34 0 21 1 4.0 8 \n",

"\n",

" bedrooms \n",

"33 4.0 \n",

"34 3.0 "

]

},

"execution\_count": 87,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"X1.head(2)"

]

},

{

"cell\_type": "code",

"execution\_count": 88,

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\sklearn\\preprocessing\\\_encoders.py:415: FutureWarning: The handling of integer data will change in version 0.22. Currently, the categories are determined based on the range [0, max(values)], while in the future they will be determined based on the unique values.\n",

"If you want the future behaviour and silence this warning, you can specify \"categories='auto'\".\n",

"In case you used a LabelEncoder before this OneHotEncoder to convert the categories to integers, then you can now use the OneHotEncoder directly.\n",

" warnings.warn(msg, FutureWarning)\n",

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\sklearn\\preprocessing\\\_encoders.py:451: DeprecationWarning: The 'categorical\_features' keyword is deprecated in version 0.20 and will be removed in 0.22. You can use the ColumnTransformer instead.\n",

" \"use the ColumnTransformer instead.\", DeprecationWarning)\n"

]

}

],

"source": [

"X1 = ohc.fit\_transform(X1).toarray()"

]

},

{

"cell\_type": "code",

"execution\_count": 89,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([[1. , 0. , 0. , ..., 5. , 8. , 4. ],\n",

" [1. , 0. , 0. , ..., 4. , 8. , 3. ],\n",

" [1. , 0. , 0. , ..., 5. , 4. , 3. ],\n",

" ...,\n",

" [0. , 1. , 0. , ..., 4. , 1. , 1. ],\n",

" [0. , 1. , 0. , ..., 4.5, 2. , 1. ],\n",

" [0. , 1. , 0. , ..., 4.5, 2. , 1. ]])"

]

},

"execution\_count": 89,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"X1"

]

},

{

"cell\_type": "code",

"execution\_count": 90,

"metadata": {},

"outputs": [],

"source": [

"Y1 = airbnb.price"

]

},

{

"cell\_type": "code",

"execution\_count": 91,

"metadata": {},

"outputs": [],

"source": [

"X1\_train,X1\_test,y1\_train,y1\_test = train\_test\_split(X1,Y1.values,test\_size=.3,random\_state=3)"

]

},

{

"cell\_type": "code",

"execution\_count": 92,

"metadata": {},

"outputs": [],

"source": [

"lm1 = LinearRegression()"

]

},

{

"cell\_type": "code",

"execution\_count": 93,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"LinearRegression(copy\_X=True, fit\_intercept=True, n\_jobs=None, normalize=False)"

]

},

"execution\_count": 93,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"lm1.fit(X1\_train, y1\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 94,

"metadata": {},

"outputs": [],

"source": [

"y1\_pred = lm1.predict(X1\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": 95,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"0.45014378238653396"

]

},

"execution\_count": 95,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"r2\_score(y1\_test,y1\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 96,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"45.06464151273021"

]

},

"execution\_count": 96,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"mean\_absolute\_error(y1\_test,y1\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 97,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"71.54915621231251"

]

},

"execution\_count": 97,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"np.sqrt(mean\_squared\_error(y1\_test,y1\_pred))"

]

},

{

"cell\_type": "code",

"execution\_count": 98,

"metadata": {},

"outputs": [],

"source": [

"# Creating log linear regression"

]

},

{

"cell\_type": "code",

"execution\_count": 99,

"metadata": {},

"outputs": [],

"source": [

"X\_log = airbnb.iloc[:,[3,7,8,9,10,11]]"

]

},

{

"cell\_type": "code",

"execution\_count": 100,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_type</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>0</td>\n",

" <td>11</td>\n",

" <td>19</td>\n",

" <td>5.0</td>\n",

" <td>8</td>\n",

" <td>4.0</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>0</td>\n",

" <td>21</td>\n",

" <td>1</td>\n",

" <td>4.0</td>\n",

" <td>8</td>\n",

" <td>3.0</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_type neighborhood reviews overall\_satisfaction accommodates \\\n",

"33 0 11 19 5.0 8 \n",

"34 0 21 1 4.0 8 \n",

"\n",

" bedrooms \n",

"33 4.0 \n",

"34 3.0 "

]

},

"execution\_count": 100,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"X\_log.head(2)"

]

},

{

"cell\_type": "code",

"execution\_count": 101,

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\ipykernel\_launcher.py:1: SettingWithCopyWarning: \n",

"A value is trying to be set on a copy of a slice from a DataFrame.\n",

"Try using .loc[row\_indexer,col\_indexer] = value instead\n",

"\n",

"See the caveats in the documentation: http://pandas.pydata.org/pandas-docs/stable/indexing.html#indexing-view-versus-copy\n",

" \"\"\"Entry point for launching an IPython kernel.\n",

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\ipykernel\_launcher.py:2: SettingWithCopyWarning: \n",

"A value is trying to be set on a copy of a slice from a DataFrame.\n",

"Try using .loc[row\_indexer,col\_indexer] = value instead\n",

"\n",

"See the caveats in the documentation: http://pandas.pydata.org/pandas-docs/stable/indexing.html#indexing-view-versus-copy\n",

" \n",

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\ipykernel\_launcher.py:3: SettingWithCopyWarning: \n",

"A value is trying to be set on a copy of a slice from a DataFrame.\n",

"Try using .loc[row\_indexer,col\_indexer] = value instead\n",

"\n",

"See the caveats in the documentation: http://pandas.pydata.org/pandas-docs/stable/indexing.html#indexing-view-versus-copy\n",

" This is separate from the ipykernel package so we can avoid doing imports until\n"

]

}

],

"source": [

"X\_log['reviews'] = np.log10(X\_log['reviews']+1)\n",

"X\_log['accommodates'] = np.log10(X\_log['accommodates'])\n",

"X\_log['bedrooms'] = np.log10(X\_log['bedrooms'])"

]

},

{

"cell\_type": "code",

"execution\_count": 102,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>room\_type</th>\n",

" <th>neighborhood</th>\n",

" <th>reviews</th>\n",

" <th>overall\_satisfaction</th>\n",

" <th>accommodates</th>\n",

" <th>bedrooms</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>33</th>\n",

" <td>0</td>\n",

" <td>11</td>\n",

" <td>1.301030</td>\n",

" <td>5.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>34</th>\n",

" <td>0</td>\n",

" <td>21</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>35</th>\n",

" <td>0</td>\n",

" <td>5</td>\n",

" <td>1.041393</td>\n",

" <td>5.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>36</th>\n",

" <td>0</td>\n",

" <td>20</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>37</th>\n",

" <td>0</td>\n",

" <td>5</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>38</th>\n",

" <td>0</td>\n",

" <td>14</td>\n",

" <td>0.477121</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>39</th>\n",

" <td>0</td>\n",

" <td>8</td>\n",

" <td>1.380211</td>\n",

" <td>4.5</td>\n",

" <td>0.602060</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>40</th>\n",

" <td>0</td>\n",

" <td>6</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>41</th>\n",

" <td>0</td>\n",

" <td>8</td>\n",

" <td>1.255273</td>\n",

" <td>4.5</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>42</th>\n",

" <td>0</td>\n",

" <td>4</td>\n",

" <td>1.204120</td>\n",

" <td>5.0</td>\n",

" <td>0.778151</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"</div>"

],

"text/plain": [

" room\_type neighborhood reviews overall\_satisfaction accommodates \\\n",

"33 0 11 1.301030 5.0 0.903090 \n",

"34 0 21 0.301030 4.0 0.903090 \n",

"35 0 5 1.041393 5.0 0.602060 \n",

"36 0 20 0.301030 4.0 0.903090 \n",

"37 0 5 0.000000 4.0 0.602060 \n",

"38 0 14 0.477121 4.0 0.602060 \n",

"39 0 8 1.380211 4.5 0.602060 \n",

"40 0 6 0.000000 4.0 0.602060 \n",

"41 0 8 1.255273 4.5 0.602060 \n",

"42 0 4 1.204120 5.0 0.778151 \n",

"\n",

" bedrooms \n",

"33 0.602060 \n",

"34 0.477121 \n",

"35 0.477121 \n",

"36 0.477121 \n",

"37 0.602060 \n",

"38 0.301030 \n",

"39 0.602060 \n",

"40 0.301030 \n",

"41 0.301030 \n",

"42 0.602060 "

]

},

"execution\_count": 102,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"X\_log.head(10)"

]

},

{

"cell\_type": "code",

"execution\_count": 103,

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\sklearn\\preprocessing\\\_encoders.py:415: FutureWarning: The handling of integer data will change in version 0.22. Currently, the categories are determined based on the range [0, max(values)], while in the future they will be determined based on the unique values.\n",

"If you want the future behaviour and silence this warning, you can specify \"categories='auto'\".\n",

"In case you used a LabelEncoder before this OneHotEncoder to convert the categories to integers, then you can now use the OneHotEncoder directly.\n",

" warnings.warn(msg, FutureWarning)\n",

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\sklearn\\preprocessing\\\_encoders.py:451: DeprecationWarning: The 'categorical\_features' keyword is deprecated in version 0.20 and will be removed in 0.22. You can use the ColumnTransformer instead.\n",

" \"use the ColumnTransformer instead.\", DeprecationWarning)\n"

]

}

],

"source": [

"X\_log = ohc.fit\_transform(X\_log).toarray()"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": 104,

"metadata": {},

"outputs": [],

"source": [

"xlog\_train,xlog\_test,ylog\_train,ylog\_test = train\_test\_split(X\_log,Y.values,test\_size=.3,random\_state=5)"

]

},

{

"cell\_type": "code",

"execution\_count": 105,

"metadata": {},

"outputs": [],

"source": [

"lm\_log = LinearRegression()"

]

},

{

"cell\_type": "code",

"execution\_count": 106,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"LinearRegression(copy\_X=True, fit\_intercept=True, n\_jobs=None, normalize=False)"

]

},

"execution\_count": 106,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"lm\_log.fit(xlog\_train,ylog\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 107,

"metadata": {},

"outputs": [],

"source": [

"ylog\_pred = lm\_log.predict(xlog\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": 108,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"0.3734280548648793"

]

},

"execution\_count": 108,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"r2\_score(ylog\_test,ylog\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 109,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"47.035993144163015"

]

},

"execution\_count": 109,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"mean\_absolute\_error(ylog\_test,ylog\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 110,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"79.67425390092829"

]

},

"execution\_count": 110,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"np.sqrt(mean\_squared\_error(ylog\_test,ylog\_pred))"

]

},

{

"cell\_type": "code",

"execution\_count": 111,

"metadata": {},

"outputs": [],

"source": [

"xlog\_df = pd.DataFrame(X\_log)"

]

},

{

"cell\_type": "code",

"execution\_count": 112,

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>0</th>\n",

" <th>1</th>\n",

" <th>2</th>\n",

" <th>3</th>\n",

" <th>4</th>\n",

" <th>5</th>\n",

" <th>6</th>\n",

" <th>7</th>\n",

" <th>8</th>\n",

" <th>9</th>\n",

" <th>...</th>\n",

" <th>19</th>\n",

" <th>20</th>\n",

" <th>21</th>\n",

" <th>22</th>\n",

" <th>23</th>\n",

" <th>24</th>\n",

" <th>25</th>\n",

" <th>26</th>\n",

" <th>27</th>\n",

" <th>28</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.301030</td>\n",

" <td>5.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>1</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>2</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.041393</td>\n",

" <td>5.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>4</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>5</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.477121</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>6</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.380211</td>\n",

" <td>4.5</td>\n",

" <td>0.602060</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>7</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>8</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.255273</td>\n",

" <td>4.5</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>9</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.204120</td>\n",

" <td>5.0</td>\n",

" <td>0.778151</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>10</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.698970</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>11</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>12</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.414973</td>\n",

" <td>4.5</td>\n",

" <td>0.477121</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>13</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.477121</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>14</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>15</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>16</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.255273</td>\n",

" <td>4.5</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.342423</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.301030</td>\n",

" </tr>\n",

" <tr>\n",

" <th>18</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.079181</td>\n",

" <td>5.0</td>\n",

" <td>0.778151</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>19</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.778151</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>20</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.146128</td>\n",

" <td>4.5</td>\n",

" <td>0.778151</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>21</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>1.799341</td>\n",

" <td>5.0</td>\n",

" <td>1.204120</td>\n",

" <td>1.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>22</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.778151</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>23</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.342423</td>\n",

" <td>5.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>24</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>25</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.698970</td>\n",

" </tr>\n",

" <tr>\n",

" <th>26</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.230449</td>\n",

" <td>4.5</td>\n",

" <td>1.000000</td>\n",

" <td>0.602060</td>\n",

" </tr>\n",

" <tr>\n",

" <th>27</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>28</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.477121</td>\n",

" <td>4.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.698970</td>\n",

" </tr>\n",

" <tr>\n",

" <th>29</th>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17471</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17472</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.000000</td>\n",

" <td>4.5</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17473</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.176091</td>\n",

" <td>4.5</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17474</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.698970</td>\n",

" <td>4.0</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17475</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17476</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17477</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.544068</td>\n",

" <td>5.0</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17478</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.602060</td>\n",

" <td>3.5</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17479</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.763428</td>\n",

" <td>4.0</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17480</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17481</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.079181</td>\n",

" <td>3.5</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17482</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.380211</td>\n",

" <td>5.0</td>\n",

" <td>0.477121</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17483</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.698970</td>\n",

" <td>4.5</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17484</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.602060</td>\n",

" <td>4.5</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17485</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17486</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>2.206826</td>\n",

" <td>4.5</td>\n",

" <td>0.602060</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17487</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17488</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17489</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.255273</td>\n",

" <td>4.5</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17490</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.176091</td>\n",

" <td>5.0</td>\n",

" <td>0.903090</td>\n",

" <td>0.477121</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17491</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.799341</td>\n",

" <td>4.5</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17492</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>2.075547</td>\n",

" <td>5.0</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17493</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.301030</td>\n",

" <td>4.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17494</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>2.450249</td>\n",

" <td>5.0</td>\n",

" <td>0.477121</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17495</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.778151</td>\n",

" <td>5.0</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17496</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.041393</td>\n",

" <td>5.0</td>\n",

" <td>0.477121</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17497</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.845098</td>\n",

" <td>5.0</td>\n",

" <td>0.602060</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17498</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.000000</td>\n",

" <td>4.0</td>\n",

" <td>0.000000</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17499</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.146128</td>\n",

" <td>4.5</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" <tr>\n",

" <th>17500</th>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>1.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>...</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>0.0</td>\n",

" <td>2.056905</td>\n",

" <td>4.5</td>\n",

" <td>0.301030</td>\n",

" <td>0.000000</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>17501 rows Ã— 29 columns</p>\n",

"</div>"

],

"text/plain": [

" 0 1 2 3 4 5 6 7 8 9 ... 19 20 21 \\\n",

"0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"1 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"2 1.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"3 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"4 1.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"5 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"6 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"7 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 ... 0.0 0.0 0.0 \n",

"8 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"9 1.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"10 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"11 1.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"12 1.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"13 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"14 1.0 0.0 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"15 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 1.0 0.0 \n",

"16 1.0 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17 1.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"18 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"19 1.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"20 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"21 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"22 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"23 1.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"24 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"25 1.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"26 1.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"27 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 1.0 0.0 0.0 \n",

"28 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 ... 0.0 0.0 0.0 \n",

"29 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"... ... ... ... ... ... ... ... ... ... ... ... ... ... ... \n",

"17471 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17472 0.0 1.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17473 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17474 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 1.0 \n",

"17475 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 ... 0.0 0.0 0.0 \n",

"17476 0.0 1.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17477 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17478 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 1.0 0.0 \n",

"17479 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17480 0.0 1.0 0.0 0.0 0.0 1.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17481 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17482 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17483 0.0 1.0 0.0 0.0 1.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17484 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17485 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17486 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17487 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17488 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17489 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17490 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17491 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17492 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 1.0 \n",

"17493 0.0 1.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17494 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 1.0 ... 0.0 0.0 0.0 \n",

"17495 0.0 1.0 0.0 0.0 1.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17496 0.0 1.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17497 0.0 1.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17498 0.0 1.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17499 0.0 1.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"17500 0.0 1.0 0.0 0.0 0.0 0.0 0.0 1.0 0.0 0.0 ... 0.0 0.0 0.0 \n",

"\n",

" 22 23 24 25 26 27 28 \n",

"0 0.0 0.0 0.0 1.301030 5.0 0.903090 0.602060 \n",

"1 0.0 1.0 0.0 0.301030 4.0 0.903090 0.477121 \n",

"2 0.0 0.0 0.0 1.041393 5.0 0.602060 0.477121 \n",

"3 1.0 0.0 0.0 0.301030 4.0 0.903090 0.477121 \n",

"4 0.0 0.0 0.0 0.000000 4.0 0.602060 0.602060 \n",

"5 0.0 0.0 0.0 0.477121 4.0 0.602060 0.301030 \n",

"6 0.0 0.0 0.0 1.380211 4.5 0.602060 0.602060 \n",

"7 0.0 0.0 0.0 0.000000 4.0 0.602060 0.301030 \n",

"8 0.0 0.0 0.0 1.255273 4.5 0.602060 0.301030 \n",

"9 0.0 0.0 0.0 1.204120 5.0 0.778151 0.602060 \n",

"10 0.0 0.0 0.0 0.000000 4.0 0.698970 0.301030 \n",

"11 0.0 0.0 0.0 0.000000 4.0 0.602060 0.301030 \n",

"12 0.0 0.0 0.0 1.414973 4.5 0.477121 0.000000 \n",

"13 0.0 0.0 0.0 0.477121 4.0 0.602060 0.602060 \n",

"14 0.0 0.0 0.0 0.000000 4.0 0.602060 0.477121 \n",

"15 0.0 0.0 0.0 0.000000 4.0 0.602060 0.301030 \n",

"16 0.0 0.0 0.0 1.255273 4.5 0.602060 0.301030 \n",

"17 0.0 0.0 0.0 1.342423 4.0 0.602060 0.301030 \n",

"18 0.0 0.0 0.0 1.079181 5.0 0.778151 0.602060 \n",

"19 0.0 0.0 0.0 0.301030 4.0 0.778151 0.477121 \n",

"20 0.0 0.0 0.0 1.146128 4.5 0.778151 0.602060 \n",

"21 0.0 1.0 0.0 1.799341 5.0 1.204120 1.000000 \n",

"22 0.0 0.0 0.0 0.301030 4.0 0.778151 0.477121 \n",

"23 0.0 0.0 0.0 1.342423 5.0 0.602060 0.477121 \n",

"24 1.0 0.0 0.0 0.000000 4.0 0.602060 0.477121 \n",

"25 0.0 0.0 0.0 0.000000 4.0 0.602060 0.698970 \n",

"26 0.0 0.0 0.0 1.230449 4.5 1.000000 0.602060 \n",

"27 0.0 0.0 0.0 0.000000 4.0 0.602060 0.477121 \n",

"28 0.0 0.0 0.0 0.477121 4.0 0.903090 0.698970 \n",

"29 0.0 0.0 0.0 0.301030 4.0 0.301030 0.000000 \n",

"... ... ... ... ... ... ... ... \n",

"17471 0.0 0.0 0.0 0.000000 4.0 0.301030 0.000000 \n",

"17472 0.0 0.0 0.0 1.000000 4.5 0.301030 0.000000 \n",

"17473 0.0 0.0 0.0 1.176091 4.5 0.301030 0.000000 \n",

"17474 0.0 0.0 0.0 0.698970 4.0 0.301030 0.000000 \n",

"17475 0.0 0.0 0.0 0.000000 4.0 0.000000 0.000000 \n",

"17476 0.0 0.0 0.0 0.301030 4.0 0.301030 0.000000 \n",

"17477 0.0 0.0 0.0 1.544068 5.0 0.000000 0.000000 \n",

"17478 0.0 0.0 0.0 0.602060 3.5 0.000000 0.000000 \n",

"17479 0.0 0.0 0.0 1.763428 4.0 0.000000 0.000000 \n",

"17480 0.0 0.0 0.0 0.000000 4.0 0.000000 0.000000 \n",

"17481 0.0 0.0 0.0 1.079181 3.5 0.301030 0.000000 \n",

"17482 0.0 0.0 0.0 1.380211 5.0 0.477121 0.000000 \n",

"17483 0.0 0.0 0.0 0.698970 4.5 0.000000 0.000000 \n",

"17484 0.0 0.0 0.0 0.602060 4.5 0.000000 0.000000 \n",

"17485 0.0 0.0 0.0 0.301030 4.0 0.301030 0.000000 \n",

"17486 0.0 0.0 0.0 2.206826 4.5 0.602060 0.000000 \n",

"17487 0.0 0.0 0.0 0.000000 4.0 0.000000 0.000000 \n",

"17488 0.0 0.0 0.0 0.000000 4.0 0.000000 0.000000 \n",

"17489 0.0 0.0 0.0 1.255273 4.5 0.301030 0.000000 \n",

"17490 0.0 0.0 0.0 1.176091 5.0 0.903090 0.477121 \n",

"17491 0.0 0.0 0.0 1.799341 4.5 0.000000 0.000000 \n",

"17492 0.0 0.0 0.0 2.075547 5.0 0.301030 0.000000 \n",

"17493 0.0 0.0 0.0 0.301030 4.0 0.602060 0.000000 \n",

"17494 0.0 0.0 0.0 2.450249 5.0 0.477121 0.000000 \n",

"17495 0.0 0.0 0.0 0.778151 5.0 0.301030 0.000000 \n",

"17496 0.0 0.0 0.0 1.041393 5.0 0.477121 0.000000 \n",

"17497 0.0 0.0 0.0 0.845098 5.0 0.602060 0.000000 \n",

"17498 0.0 0.0 0.0 0.000000 4.0 0.000000 0.000000 \n",

"17499 0.0 0.0 0.0 1.146128 4.5 0.301030 0.000000 \n",

"17500 0.0 0.0 0.0 2.056905 4.5 0.301030 0.000000 \n",

"\n",

"[17501 rows x 29 columns]"

]

},

"execution\_count": 112,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"xlog\_df"

]

},

{

"cell\_type": "code",

"execution\_count": 113,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.tree import DecisionTreeRegressor"

]

},

{

"cell\_type": "code",

"execution\_count": 114,

"metadata": {},

"outputs": [],

"source": [

"dt = DecisionTreeRegressor()"

]

},

{

"cell\_type": "code",

"execution\_count": 115,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"DecisionTreeRegressor(criterion='mse', max\_depth=None, max\_features=None,\n",

" max\_leaf\_nodes=None, min\_impurity\_decrease=0.0,\n",

" min\_impurity\_split=None, min\_samples\_leaf=1,\n",

" min\_samples\_split=2, min\_weight\_fraction\_leaf=0.0,\n",

" presort=False, random\_state=None, splitter='best')"

]

},

"execution\_count": 115,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"dt.fit(xlog\_train,ylog\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 116,

"metadata": {},

"outputs": [],

"source": [

"ylog\_pred = dt.predict(xlog\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": 117,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"52.70946154269602"

]

},

"execution\_count": 117,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"mean\_absolute\_error(ylog\_test,ylog\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 118,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"90.60194537324536"

]

},

"execution\_count": 118,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"np.sqrt(mean\_squared\_error(ylog\_test,ylog\_pred))"

]

},

{

"cell\_type": "code",

"execution\_count": 119,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"52.94523707611961\n",

"91.01618162337459\n"

]

}

],

"source": [

"#Decision tree regression using cirterin as friedman\_mse\n",

"dt = DecisionTreeRegressor(criterion=\"friedman\_mse\")\n",

"dt.fit(xlog\_train,ylog\_train)\n",

"ylog\_pred = dt.predict(xlog\_test)\n",

"print(mean\_absolute\_error(ylog\_test,ylog\_pred))\n",

"print(np.sqrt(mean\_squared\_error(ylog\_test,ylog\_pred)))"

]

},

{

"cell\_type": "code",

"execution\_count": 120,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"52.348124166825365\n",

"88.61729431893679\n"

]

}

],

"source": [

"#Decision tree regression using cirterion as mae\n",

"dt = DecisionTreeRegressor(criterion=\"mae\")\n",

"dt.fit(xlog\_train,ylog\_train)\n",

"ylog\_pred = dt.predict(xlog\_test)\n",

"print(mean\_absolute\_error(ylog\_test,ylog\_pred))\n",

"print(np.sqrt(mean\_squared\_error(ylog\_test,ylog\_pred)))"

]

},

{

"cell\_type": "code",

"execution\_count": 121,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"44.93696438773567\n",

"79.85195666865407\n"

]

}

],

"source": [

"#Decision tree regression using cirterion as mae using max\_depth=3 and min\_sample\_leaf=5\n",

"dt = DecisionTreeRegressor(criterion=\"mae\",max\_depth=10,min\_samples\_leaf=20)\n",

"dt.fit(xlog\_train,ylog\_train)\n",

"ylog\_pred = dt.predict(xlog\_test)\n",

"print(mean\_absolute\_error(ylog\_test,ylog\_pred))\n",

"print(np.sqrt(mean\_squared\_error(ylog\_test,ylog\_pred)))"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": [

"# Cross Validation to better understand the accuracy on decision tree"

]

},

{

"cell\_type": "code",

"execution\_count": 149,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.model\_selection import cross\_val\_score\n",

"from sklearn.linear\_model import LinearRegression"

]

},

{

"cell\_type": "code",

"execution\_count": 150,

"metadata": {},

"outputs": [],

"source": [

"lm= LinearRegression()"

]

},

{

"cell\_type": "code",

"execution\_count": 151,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"LinearRegression(copy\_X=True, fit\_intercept=True, n\_jobs=None, normalize=False)\n"

]

}

],

"source": [

"print(lm)"

]

},

{

"cell\_type": "code",

"execution\_count": 152,

"metadata": {},

"outputs": [],

"source": [

"scores = cross\_val\_score(lm, X,Y,cv=10,scoring='neg\_mean\_absolute\_error')"

]

},

{

"cell\_type": "code",

"execution\_count": 154,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"[162.75865697 61.10659055 46.93939108 37.75342272 37.9775013\n",

" 32.13648873 35.29429125 56.83694596 33.75246922 60.76165455]\n"

]

}

],

"source": [

"print(-scores)"

]

},

{

"cell\_type": "code",

"execution\_count": 155,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"56.531741233723736\n"

]

}

],

"source": [

"print(-scores.mean())"

]

},

{

"cell\_type": "code",

"execution\_count": 148,

"metadata": {},

"outputs": [],

"source": [

"# Cross Validation to better understand the accuracy on decision tree"

]

},

{

"cell\_type": "code",

"execution\_count": 134,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.model\_selection import cross\_val\_score"

]

},

{

"cell\_type": "code",

"execution\_count": 158,

"metadata": {},

"outputs": [],

"source": [

"dt = DecisionTreeRegressor(criterion=\"mae\",max\_depth=10,min\_samples\_leaf=20)\n",

"scores = cross\_val\_score(dt, X,Y,cv=10,scoring='neg\_mean\_absolute\_error')"

]

},

{

"cell\_type": "code",

"execution\_count": 159,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"[174.8195317 82.09342857 50.02485714 41.15742857 38.746\n",

" 29.88 29.69971429 48.826 32.32657143 52.248 ]\n"

]

}

],

"source": [

"print(-scores)"

]

},

{

"cell\_type": "code",

"execution\_count": 160,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"57.982153169617376"

]

},

"execution\_count": 160,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"-scores.mean()"

]

},

{

"cell\_type": "code",

"execution\_count": 142,

"metadata": {},

"outputs": [],

"source": [

"from sklearn.model\_selection import GridSearchCV"

]

},

{

"cell\_type": "code",

"execution\_count": 143,

"metadata": {},

"outputs": [],

"source": [

"max\_depth\_range = list(range(1,5))"

]

},

{

"cell\_type": "code",

"execution\_count": 144,

"metadata": {},

"outputs": [],

"source": [

"param\_grid = dict(max\_depth = max\_depth\_range)"

]

},

{

"cell\_type": "code",

"execution\_count": 145,

"metadata": {},

"outputs": [],

"source": [

"grid = GridSearchCV(dt, param\_grid, cv=10,scoring='neg\_mean\_absolute\_error',return\_train\_score=False)"

]

},

{

"cell\_type": "code",

"execution\_count": 146,

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\sklearn\\model\_selection\\\_search.py:813: DeprecationWarning: The default of the `iid` parameter will change from True to False in version 0.22 and will be removed in 0.24. This will change numeric results when test-set sizes are unequal.\n",

" DeprecationWarning)\n"

]

},

{

"data": {

"text/plain": [

"GridSearchCV(cv=10, error\_score='raise-deprecating',\n",

" estimator=DecisionTreeRegressor(criterion='mae', max\_depth=10,\n",

" max\_features=None,\n",

" max\_leaf\_nodes=None,\n",

" min\_impurity\_decrease=0.0,\n",

" min\_impurity\_split=None,\n",

" min\_samples\_leaf=20,\n",

" min\_samples\_split=2,\n",

" min\_weight\_fraction\_leaf=0.0,\n",

" presort=False, random\_state=None,\n",

" splitter='best'),\n",

" iid='warn', n\_jobs=None, param\_grid={'max\_depth': [1, 2, 3, 4]},\n",

" pre\_dispatch='2\*n\_jobs', refit=True, return\_train\_score=False,\n",

" scoring='neg\_mean\_absolute\_error', verbose=0)"

]

},

"execution\_count": 146,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"grid.fit(X,Y)"

]

},

{

"cell\_type": "code",

"execution\_count": 147,

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"-59.136820753099826\n",

"{'max\_depth': 4}\n",

"DecisionTreeRegressor(criterion='mae', max\_depth=4, max\_features=None,\n",

" max\_leaf\_nodes=None, min\_impurity\_decrease=0.0,\n",

" min\_impurity\_split=None, min\_samples\_leaf=20,\n",

" min\_samples\_split=2, min\_weight\_fraction\_leaf=0.0,\n",

" presort=False, random\_state=None, splitter='best')\n"

]

}

],

"source": [

"print(grid.best\_score\_)\n",

"print(grid.best\_params\_)\n",

"print(grid.best\_estimator\_)"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": 122,

"metadata": {},

"outputs": [],

"source": [

"#tyring with Random Forest Regressor\n",

"from sklearn.ensemble import RandomForestRegressor"

]

},

{

"cell\_type": "code",

"execution\_count": 123,

"metadata": {},

"outputs": [],

"source": [

"rf = RandomForestRegressor()"

]

},

{

"cell\_type": "code",

"execution\_count": 124,

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\sklearn\\ensemble\\forest.py:245: FutureWarning: The default value of n\_estimators will change from 10 in version 0.20 to 100 in 0.22.\n",

" \"10 in version 0.20 to 100 in 0.22.\", FutureWarning)\n"

]

},

{

"data": {

"text/plain": [

"RandomForestRegressor(bootstrap=True, criterion='mse', max\_depth=None,\n",

" max\_features='auto', max\_leaf\_nodes=None,\n",

" min\_impurity\_decrease=0.0, min\_impurity\_split=None,\n",

" min\_samples\_leaf=1, min\_samples\_split=2,\n",

" min\_weight\_fraction\_leaf=0.0, n\_estimators=10,\n",

" n\_jobs=None, oob\_score=False, random\_state=None,\n",

" verbose=0, warm\_start=False)"

]

},

"execution\_count": 124,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"rf.fit(xlog\_train,ylog\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 125,

"metadata": {},

"outputs": [],

"source": [

"ylog\_pred = rf.predict(xlog\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": 126,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"49.13658699860956"

]

},

"execution\_count": 126,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"mean\_absolute\_error(ylog\_test,ylog\_pred)"

]

},

{

"cell\_type": "code",

"execution\_count": 127,

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"83.41102545906939"

]

},

"execution\_count": 127,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"np.sqrt(mean\_squared\_error(ylog\_test,ylog\_pred))"

]

},

{

"cell\_type": "code",

"execution\_count": 128,

"metadata": {},

"outputs": [

{

"name": "stderr",

"output\_type": "stream",

"text": [

"C:\\Users\\abagarwa\\AppData\\Local\\Continuum\\anaconda3\\lib\\site-packages\\sklearn\\ensemble\\forest.py:245: FutureWarning: The default value of n\_estimators will change from 10 in version 0.20 to 100 in 0.22.\n",

" \"10 in version 0.20 to 100 in 0.22.\", FutureWarning)\n"

]

},

{

"data": {

"text/plain": [

"81.94737778398587"

]

},

"execution\_count": 128,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"rf = RandomForestRegressor(criterion='mae')\n",

"rf.fit(xlog\_train,ylog\_train)\n",

"ylog\_pred = rf.predict(xlog\_test)\n",

"mean\_absolute\_error(ylog\_test,ylog\_pred)\n",

"np.sqrt(mean\_squared\_error(ylog\_test,ylog\_pred))"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

},

{

"cell\_type": "code",

"execution\_count": null,

"metadata": {},

"outputs": [],

"source": []

}

],

"metadata": {

"kernelspec": {

"display\_name": "Python 3",

"language": "python",

"name": "python3"

},

"language\_info": {

"codemirror\_mode": {

"name": "ipython",

"version": 3

},

"file\_extension": ".py",

"mimetype": "text/x-python",

"name": "python",

"nbconvert\_exporter": "python",

"pygments\_lexer": "ipython3",

"version": "3.7.3"

}

},

"nbformat": 4,

"nbformat\_minor": 2

}